# **Chapter 3 – Custom Models.**

The Standard Layers approach is useful for quickly setting up simple models, but parameterising models in this way is not always the best way of analysing data. For example, in the case of lipids, it is often natural and intuitive to analyse the data in terms of area per lipid rather than in terms of d, rho and roughness. Similarly, for solid state samples thinking in terms of density and composition is often more appropriate than SLD. In common with RasCAL1, you can parameterise your model in any way you like, and then rather than building the model in the input class, the model is constructed using a custom model script. This is by far the most powerful method for using RAT for data analysis, as virtually any type of model can be implemented in this way.

Again in common with RasCAl1, there are two main options for custom modelling:

* *Custom Layers* - In this method, the parameters are grouped into layers within the script, with the output then defining layers as [d rho r] triplets.
* *Custom XY Profile* – In this method the input parameters are used to create an z (in Angstroms) versus SLD curve, from which the reflectivity is calculated.

***Slight difference between RasCAL1 and RAT custom models:***

Custom models are identical between RasCAL and RAT, except for a slight difference between the number of outputs. Historically, rascal models output two parameters, the first being the result of the calculation (custom layers or custom XY), and the second being the bulk roughness:

In RAT, only the result of the calculation is required, as the substrate roughness is a known parameter and so you don’t need to return it again.

Otherwise, the model scripts are identical between rascal and RAT.

It’s important to remove the second output parameter, as this is interpreted as a penalty to be applied to chi-squared, in order to implement model based constraints, and if this is not what it is, there may be unpredictable results. This is discussed in more detail in Chapter 4.

***1. Custom Layers Models – DSPC bilayer example.***

In biophysical studies, one of the most common parameters of interest is the area occupied per lipid, be it in a bilayer or a monolayer. Often for lipids, the volume occupied per component is known, which leads to a simple way of calculating the thickness of the head and tail groups. Let the volume of the heads and tails be VHead and VTail respectively. Then, for a given Area per Lipid, the thickness’ of the two layers will be given by for the headgroup thickness, and for the tail layers.

In terms of the SLD’s, because the volume and composition of each layers are known, then for each, the SLD can be calculated as in the usual way. Using literature values for the volumes therefore, rather than parameterising a lipid in terms of thickness, roughness, SLD and coverage of the lipid layers (i.e. head and tail) separately, we can just use a single APM parameter for the whole lipid. In terms of the calculation, we still specify d, rho, rough and coverage on a per layer basis for RAT, but we calculate these in a script for the bilayer from the APM and known composition and volume. This not only gives us the ability to fit our data using more realistic biophysical parameters (in our case APM), but also reduces the number of parameters (dimensions) of our model

The figure shows the system we are measuring. We have a single, hydrogenated DSPC bilayer supported on a silicon surface. The silicon is, as always, coated with an oxide layer. The bilayer may or may not be complete (i.e. partially hydrated) so we will need hydration parameters, and there is the possibility of a thin water layer between the bilayer and the substrate. We also need some roughness parameters, both for the substrate and the bilayer itself. We will build a custom model for this and use it to analyse the bilayer data at three contrasts.

Bilayer on Silicon Diagram

Looking at our system, we can see that we are going to need 8 parameters in total:

|  |  |
| --- | --- |
| Substrate Roughness | This roughness is used for the silicon and oxide layer |
| Oxide Thickness | Thickness of the oxide layer |
| Oxide hydration | Required to deal with incomplete coverage of the oxide, which is common |
| Lipid APM | Area per molecule of the DSPC bilayer, which is the same for both heads and tails. |
| Head Hydration | The hydration level of the bilayer headgroups |
| Bilayer Hydration | Overall coverage parameter for the DSPC bilayer |
| Bilayer roughness | Roughness parameter for the bilayer, which we assume is the same for heads and tails. |
| Water Thickness | Thickness of a possible hydrating layer between the membrane and the oxide. |

These are the parameters that we will define in the parameters block.

We start in the usual way by making in instance of the projectClass, but this time we change the project type to ‘custom layers’, and also change the geometry to ‘solid/liquid’:

problem = projectClass('Orso lipid example - custom layers');

problem.setModelType('custom layers');

problem.setGeometry('Substrate/liquid');

If you look at the class, you will see that the ‘layers’ block is no longer visible. We aren’t going to need this for custom layers. Instead, we need a custom script, which takes our inputs and converts this in to a list of [d, rho, r] layers.

First, we add our seven parameters (remember that Substrate Roughness is always there as the first parameter), which we do as before using the ‘addParamGroup’ method:

Parameters = {

% Name min val max fit?

{'Oxide thick', 5, 20, 60, true };

{'Oxide Hydration' 0, 0.2, 0.5, true };

{'Lipid APM' 45 55 65 true };

{'Head Hydration' 0 0.2 0.5 true };

{'Bilayer Hydration' 0 0.1 0.2 true };

{'Bilayer Roughness' 2 4 8 true };

{'Water Thickness' 0 2 10 true };

};

problem.addParamGroup(Parameters);

The custom file that we are going to use is called ‘customBilayer.m’. This is a Matlab (or Octave – both are identical) function, which takes our input parameters and translates them into a list of layers. To add the file, we use the ‘addCustomFile’ method:

% name filename language path

problem.addCustomFile({'DSPC Model', 'customBilayer.m' ,'matlab', 'pwd'});

The custom files are in exactly the same format at those in RasCAL1. To add it to our project in RAT we always need to specify four things:

* *Name* – This is any name we choose for this custom file. This is the name we use later to add this to the contrasts.
* *Filename* – This is the actual filename of the custom file, including its file extension (matlab and octave are both ‘.m’)
* *Language* – The language which we are going to use to process the file. We are choosing Matlab, which means that the native Matlab interpreter (i.e. the one we are using to call the project in this example) will be used to process the script. There is further discussion on the languages available and their merits in chapter 6.
* *Path* – The path to our custom file. In this case it’s in the same directory as the model script (pwd).

At this point it’s useful to look at customBilayer.m and then go through it section by section:

function [output,sub\_rough] = customBilayer(params,bulk\_in,bulk\_out,contrast)

%CUSTOMBILAYER RASCAL Custom Layer Model File.

%

%

% This file accepts 3 vectors containing the values for

% Params, bulk in and bulk out

% The final parameter is an index of the contrast being calculated

% The m-file should output a matrix of layer values, in the form..

% Output = [thick 1, SLD 1, Rough 1, Percent Hydration 1, Hydrate how 1

% ....

% thick n, SLD n, Rough n, Percent Hydration n, Hydration how n]

% The "hydrate how" parameter decides if the layer is hydrated with

% Bulk out or Bulk in phases. Set to 1 for Bulk out, zero for Bulk in.

% Alternatively, leave out hydration and just return..

% Output = [thick 1, SLD 1, Rough 1,

% ....

% thick n, SLD n, Rough n] };

% The second output parameter should be the substrate roughness

sub\_rough = params(1);

oxide\_thick = params(2);

oxide\_hydration = params(3);

lipidAPM = params(4);

headHydration = params(5);

bilayerHydration = params(6);

bilayerRough = params(7);

waterThick = params(8);

% We have a constant SLD for the oxide

oxide\_SLD = 3.41e-6;

% Now make the lipid layers..

% Use known lipid volume and compositions

% to make the layers.

% define all the neutron b's.

bc = 0.6646e-4; %Carbon

bo = 0.5843e-4; %Oxygen

bh = -0.3739e-4; %Hydrogen

bp = 0.513e-4; %Phosphorus

bn = 0.936e-4; %Nitrogen

bd = 0.6671e-4; %Deuterium

% Now make the lipid groups..

COO = (4\*bo) + (2\*bc);

GLYC = (3\*bc) + (5\*bh);

CH3 = (2\*bc) + (6\*bh);

PO4 = (1\*bp) + (4\*bo);

CH2 = (1\*bc) + (2\*bh);

CHOL = (5\*bc) + (12\*bh) + (1\*bn);

% Group these into heads and tails:

Head = CHOL + PO4 + GLYC + COO;

Tails = (34\*CH2) + (2\*CH3);

% We need volumes for each.

% Use literature values:

vHead = 319;

vTail = 782;

% we use the volumes to calculate the SLD's

SLDhead = Head / vHead;

SLDtail = Tails / vTail;

% We calculate the layer thickness' from

% the volumes and the APM...

headThick = vHead / lipidAPM;

tailThick = vTail / lipidAPM;

% Manually deal with hydration for layers in

% this example.

oxSLD = (oxide\_hydration \* bulk\_out(contrast)) + ((1 - oxide\_hydration) \* oxide\_SLD);

headSLD = (headHydration \* bulk\_out(contrast)) + ((1 - headHydration) \* SLDhead);

tailSLD = (bilayerHydration \* bulk\_out(contrast)) + ((1 - bilayerHydration) \* SLDtail);

% Make the layers

oxide = [oxide\_thick oxSLD sub\_rough];

water = [waterThick bulk\_out(contrast) bilayerRough];

head = [headThick headSLD bilayerRough];

tail = [tailThick tailSLD bilayerRough];

% Group the layers to make the output

output = [oxide ; water ; head ; tail ; tail ; head];

end

The standard format for a custom layers file always has 4 inputs:

(params,bulk\_in,bulk\_out,contrast)

Params is a list of parameter values for the layers, which appear in the same order that we defined them in our parameters block, so is always a [1 x nParams] array of doubles. It’s useful to split this array into its individual parameters at the start of the custom file, although you don’t have to do this:

sub\_rough = params(1);

oxide\_thick = params(2);

oxide\_hydration = params(3);

lipidAPM = params(4);

headHydration = params(5);

bilayerHydration = params(6);

bilayerRough = params(7);

waterThick = params(8);

The next two inputs are arrays of all the bulk in and bulk out values for all the contrasts, and ‘contrast’ is an integer telling the script which contrast it should calculate. The reason for passing the values of the bulk phases is that these are needed to calculate the SLD’s of the layers if they are hydrated. So, to calculate the SLD of the Oxide layer, we take the known SLD for Silicon dioxide, and then use the oxide coverage parameter to calculate the effective SLD of the oxide. Because we define our coverage as a parameter between 0 and 1, where 1 is full coverage and 0 is fully hydrated, we can work out this SLD as a simple ratio between oxide SLD and water SLD

The input parameter bulk\_in is an array which is a list of the current SLD’s for all the contrasts, so the current SLD of the water (which may be being fitted) is given by bulk\_out(contrast). Therefore, the effective SLD of the oxide layer at a particular contrast is given by:

oxide\_SLD = 3.41e-6;

oxSLD = (oxide\_hydration \* bulk\_out(contrast)) + ((1 - oxide\_hydration) \* oxide\_SLD);

To work out the thickness’ of the lipid layers, we use literature values for the head and tails volumes, and divide these by the APM (parameter 4 in our list):

% We need volumes for each.

% Use literature values:

vHead = 319;

vTail = 782;

% We calculate the layer thickness' from

% the volumes and the APM...

headThick = vHead / lipidAPM;

tailThick = vTail / lipidAPM;

For the SLD’s, we again make use of these volumes, but we need to work our the sum of the scattering lengths from the layers compositions:

% define all the neutron b's.

bc = 0.6646e-4; %Carbon

bo = 0.5843e-4; %Oxygen

bh = -0.3739e-4; %Hydrogen

bp = 0.513e-4; %Phosphorus

bn = 0.936e-4; %Nitrogen

bd = 0.6671e-4; %Deuterium

% Now make the lipid groups..

COO = (4\*bo) + (2\*bc);

GLYC = (3\*bc) + (5\*bh);

CH3 = (2\*bc) + (6\*bh);

PO4 = (1\*bp) + (4\*bo);

CH2 = (1\*bc) + (2\*bh);

CHOL = (5\*bc) + (12\*bh) + (1\*bn);

% Group these into heads and tails:

Head = CHOL + PO4 + GLYC + COO;

Tails = (34\*CH2) + (2\*CH3);

% we use the volumes to calculate the SLD's

SLDhead = Head / vHead;

SLDtail = Tails / vTail;

We also do the coverage correction as we did for the Oxide:

headSLD = (headHydration \* bulk\_out(contrast)) + ((1 - headHydration) \* SLDhead);

tailSLD = (bilayerHydration \* bulk\_out(contrast)) + ((1 - bilayerHydration) \* SLDtail);

This gives us all the parameters we need to define our layers. In other words, we have a thickness, SLD and roughness for each:

% Make the layers

oxide = [oxide\_thick oxSLD sub\_rough];

water = [waterThick bulk\_out(contrast) bilayerRough];

head = [headThick headSLD bilayerRough];

tail = [tailThick tailSLD bilayerRough];

We then put these together to make our stack:

output = [oxide ; water ; head ; tail ; tail ; head];

Note the use of semicolons. In Matlab / Octave syntax, this concatenates arrays columnwise. So if you take an array a = [a1, a2, a3], and another b = [b1, b2, b3], then [a ; b] produces an array that looks like this:

In other words, the entire purpose of our custom layer file is to take our parameters in a scientifically useful form (e.g. Area per Lipid in our case), and to translate these into a list of thick, SLD, rough layers for the whole interface. You have complete freedom in how you do this, which means that you can make any kind of layer model you can think of using a custom layers file, including layers that are mixtures of adjoining layers and so on. As long as you can describe your system as layers with an error function (i.e. Nevot and Croce) roughness) you can describe them using custom layer modelling.

The rest of the custom model is defined in the same way as the standard layers model, using the same class methods as in the last chapter. So, since we want to analyse three contrasts simultaneously, we need the following:

% Change bulk in from air to silicon....

problem.setBulkIn(1,'name','Silicon','min',2.07e-6,'value',2.073e-6,'max',2.08e-6,'fit',false);

% Add two more values for bulk out....

problem.addBulkOut({'SLD SMW',1e-6,2.073e-6,3e-6,true});

problem.addBulkOut({'SLD H2O',-0.6e-6,-0.56e-6,-0.3e-6,true});

problem.setBulkOut(1,'fit',true,'min',5e-6);

% Read in the datafiles

D2O\_data = dlmread('c\_PLP0016596.dat');

SMW\_data = dlmread('c\_PLP0016601.dat');

H2O\_data = dlmread('c\_PLP0016607.dat');

% Add the data to the project

problem.addData('Bilayer / D2O', D2O\_data(:,1:3));

problem.addData('Bilayer / SMW', SMW\_data(:,1:3));

problem.addData('Bilayer / H2O', H2O\_data(:,1:3));

problem.setData(2,'dataRange',[0.013 0.37]);

problem.setData(3,'dataRange',[0.013 0.37]);

problem.setData(4,'dataRange',[0.013 0.37]);

% Change the name of the existing parameters to refer to D2O

problem.setBacksPar(1,'name','Backs par D2O','fit',true,'min',1e-10,'max',1e-5,'val',1e-6);

% Add two new backs parameters for the other two..

problem.addBacksPar('Backs par SMW',1e-10,1e-6,1e-5,true);

problem.addBacksPar('Backs par H2O',1e-10,1e-6,1e-5,true);

% And add the two new constant backgrounds..

problem.addBackground('Background SMW','constant','Backs par SMW');

problem.addBackground('Background H2O','constant','Backs par H2O');

% And edit the other one....

problem.setBackgroundValue(1,'name','Background D2O');

problem.setBackgroundValue(1,'value','Backs par D2O');

% Set the scalefactor...

problem.setScalefactor(1,'Value',1,'min',0.5,'max',2,'fit',true);

% Make the contrasts...

problem.addContrast('name','Bilayer / D2O',...

'background','Background D2O',...

'resolution','Resolution 1',...

'scalefactor', 'Scalefactor 1',...

'nbs', 'SLD D2O',... % This is bulk out ('Nb Subs')

'nba', 'Silicon',... % This is bulk in ('Nb Air')

'data', 'Bilayer / D2O');

% SMW contrast..

problem.addContrast('name','Bilayer / SMW',...

'background','Background SMW',...

'resolution','Resolution 1',...

'scalefactor', 'Scalefactor 1',...

'nbs', 'SLD SMW',... % This is bulk out

'nba', 'Silicon',... % This is bulk in

'data', 'Bilayer / SMW');

% SMW contrast..

problem.addContrast('name','Bilayer / H2O',...

'background','Background H2O',...

'resolution','Resolution 1',...

'scalefactor', 'Scalefactor 1',...

'nbs', 'SLD H2O',... % This is bulk out

'nba', 'Silicon',... % This is bulk in

'data', 'Bilayer / H2O');

Finally, we add the model, again using the ‘setContrastModel’ method, but in this case we give the name of our custom model from the custom files block (rather than a list of layers):

problem.setContrastModel(1,'DSPC Model');

problem.setContrastModel(2,'DSPC Model');

problem.setContrastModel(3,'DSPC Model');

Our final projectClass looks like this:

disp(problem)

problem =

ModelType: 'custom layers'

experimentName: 'Orso lipid example - custom layers'

Geometry: 'substrate/liquid'

Parameters: ----------------------------------------------------------------------------------------------

**p** **Name** **Min** **Value** **Max** **Fit?**

**\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_**

1.0000e+00 "Substrate Roughness" 1.0000e+00 3.0000e+00 1.0000e+01 true

2.0000e+00 "Oxide thick" 5.0000e+00 2.0000e+01 6.0000e+01 true

3.0000e+00 "Oxide Hydration" 0.0000e+00 2.0000e-01 5.0000e-01 true

4.0000e+00 "Lipid APM" 4.5000e+01 5.5000e+01 6.5000e+01 true

5.0000e+00 "Head Hydration" 0.0000e+00 2.0000e-01 5.0000e-01 true

6.0000e+00 "Bilayer Hydration" 0.0000e+00 1.0000e-01 2.0000e-01 true

7.0000e+00 "Bilayer Roughness" 2.0000e+00 4.0000e+00 8.0000e+00 true

8.0000e+00 "Water Thickness" 0.0000e+00 2.0000e+00 1.0000e+01 true

Bulk In: --------------------------------------------------------------------------------------------------

**p** **Name** **Min** **Value** **Max** **Fit?**

**\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_**

1.0000e+00 "Silicon" 2.0700e-06 2.0730e-06 2.0800e-06 false

Bulk Out: -------------------------------------------------------------------------------------------------

**p** **Name** **Min** **Value** **Max** **Fit?**

**\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_**

1.0000e+00 "SLD D2O" 5.0000e-06 6.3500e-06 6.3500e-06 true

2.0000e+00 "SLD SMW" 1.0000e-06 2.0730e-06 3.0000e-06 true

3.0000e+00 "SLD H2O" -6.0000e-07 -5.6000e-07 -3.0000e-07 true

Scalefactors: -------------------------------------------------------------------------------------------------

**p** **Name** **Min** **Value** **Max** **Fit?**

**\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_**

1.0000e+00 "Scalefactor 1" 5.0000e-01 1.0000e+00 2.0000e+00 true

Backgrounds: -----------------------------------------------------------------------------------------------

(a) Background Parameters:

**p** **Name** **Min** **Value** **Max** **Fit?**

**\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_**

1.0000e+00 "Backs par D2O" 1.0000e-10 1.0000e-06 1.0000e-05 true

2.0000e+00 "Backs par SMW" 1.0000e-10 1.0000e-06 1.0000e-05 true

3.0000e+00 "Backs par H2O" 1.0000e-10 1.0000e-06 1.0000e-05 true

(b) Backgrounds:

**p** **Name** **Type** **Value 1** **Value 2** **Value 3** **Value 4** **Value 5**

**\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_**

1.0000e+00 "Background D2O" "constant" "Backs Par 1" "" "" "" ""

2.0000e+00 "Background SMW" "constant" "Backs par SMW" "" "" "" ""

3.0000e+00 "Background H2O" "constant" "Backs par H2O" "" "" "" ""

Resolutions: ---------------------------------------------------------------------------------------------

(a) Resolutions Parameters:

**p** **Name** **Min** **Value** **Max** **Fit?**

**\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_**

1.0000e+00 "Resolution par 1" 1.0000e-02 3.0000e-02 5.0000e-02 false

(b) Resolutions:

**p** **Name** **Type** **Value 1** **Value 2** **Value 3** **Value 4** **Value 5**

**\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_**

1.0000e+00 "Resolution 1" "gaussian" "Resolution par 1" "" "" "" ""

Data: ------------------------------------------------------------------------------------------------------

**Name** **Data** **Data Range** **Simulation Range**

**\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

"Simulation" "No Data" "-" "[ 0.0050 , 0.7000 ]"

"Bilayer / D2O" "Data array: [146 x 3]" "[ 0.0130 , 0.3700 ]" "[ 0.0050 , 0.7000 ]"

"Bilayer / SMW" "Data array: [97 x 3]" "[ 0.0130 , 0.3700 ]" "[ 0.0050 , 0.7000 ]"

"Bilayer / H2O" "Data array: [104 x 3]" "[ 0.0130 , 0.3700 ]" "[ 0.0050 , 0.7000 ]"

Custom Files: ----------------------------------------------------------------------------------------------

**Name** **Filename** **Language** **Path**

**\_\_\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_** **\_\_\_\_\_**

"DSPC Model" "customBilayer.m" "matlab" "pwd"

Constrasts: ----------------------------------------------------------------------------------------------

**p** **1** **2** **3**

**\_\_\_\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_** **\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

"name" "Bilayer / D2O" "Bilayer / SMW" "Bilayer / H2O"

"Data" "Bilayer / D2O" "Bilayer / SMW" "Bilayer / H2O"

"Background" "Background D2O" "Background SMW" "Background H2O"

"Bulk in" "Silicon" "Silicon" "Silicon"

"Bulk out" "SLD D2O" "SLD SMW" "SLD H2O"

"Scalefactor" "Scalefactor 1" "Scalefactor 1" "Scalefactor 1"

"Resolution" "Resolution 1" "Resolution 1" "Resolution 1"

"Model" "DSPC Model" "DSPC Model" "DSPC Model"

To run this, we make a controls block as before, and pass this to RAT. This time we will do a Bayesian analysis (we will discuss the controls block and available algorithms in more detail in Chapter 4).

controls = controlsDef();

controls.calcSldDuringFit = 'no';

controls.procedure = 'bayes';

controls.nsimu = 7000;

controls.repeats = 3;

controls.parallel = 'points';

disp(controls)
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[problem,results] = RAT(problem,controls);

![Application

Description automatically generated with low confidence](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAykAAAEWCAYAAABi2dg7AAAK3GlDQ1BJQ0MgUHJvZmlsZQAASImVlwdUk9kSgOf/U0mhJVQpoTdBOgGkhB6KIB1EJSQBQokxEFTsyuIKVlREsKKLIgquroCsBbFgYVFs2BdkUVCei7rYUHk/8Ai7+85777w5ZzLfmcydmXvPvefMD0AP5UkkWagyQLY4VxoZ6MOKT0hkkXqBANpABWVg8Pg5Ek5ERChgMmH/Ku/vATJqb1uP5vr3//+rqAqEOXwAJAnjFEEOPxvjZkwH+RJpLgDuGOY3WpArGeU7GDOlWIMY941y2jh/GeWUMcYrj8VER/pibAxApvF40jQAmi3mZ+Xx07A8tAiMbcUCkRjjFRh78tN5AoyxujA1O3veKA9gbI7FSwDoTIzZKX/KmfaX/Cny/DxempzH9zUmZD9RjiSLt+j/PJr/LdlZsokappjS0qVBkZjVxM7vfua8EDmLU2aET7BIMBY/xumyoJgJ5uf4Jk6wgOcXIl+bNSN0glNFAVx5nlxu9AQLc/yjJlg6L1JeK1Xqy5lgnnSyriwzRu5PF3Ll+fPTo+MmOE8UO2OCczKjQiZjfOV+qSxS3r9QHOgzWTdAvvfsnD/tV8SVr81Njw6S75032b9QzJnMmRMv700g9POfjImRx0tyfeS1JFkR8nhhVqDcn5MXJV+bi13OybUR8jPM4AVHTDBwIApiMGVBGPiAHTiDK/iCVa5wYe7oZnznSRZJRWnpuSwO9uKELK6YbzOVZW9rbwcw+n7Hr8S7+2PvElEnT/pE7wBc1gOgRZM+fhtA4ycAxeeTPgsNACXswp4/zZdJ88Z9+NEfAlBACZigBXpgBOZgDfZYd+7gDf4QDOEQDQkwB/iQDtkghQWwBFZCIRTDJtgG5bAH9sMhOArHoQFOw3m4DNfhJtyFR9AFvfAKBuE9DCMIQkLoCAPRQvQRE8QKsUfYiCfij4QikUgCkoykIWJEhixBViPFSAlSjuxDqpEfkVPIeeQq0oE8QLqRfuQt8hnFoTSUieqipug0lI1y0BA0Gp2NpqHz0Xy0AN2AlqGV6BG0Hj2PXkfvol3oK3QIBzgqTh1ngLPGsXG+uHBcIi4VJ8UtwxXhSnGVuFpcE64VdxvXhRvAfcIT8Qw8C2+Nd8cH4WPwfPx8/DL8Onw5/hC+Hn8RfxvfjR/EfyPQCToEK4IbgUuIJ6QRFhAKCaWEKsJJwiXCXUIv4T2RSFQnmhFdiEHEBGIGcTFxHXEXsY7YTOwg9hCHSCSSFsmK5EEKJ/FIuaRC0g7SEdI50i1SL+kjmUrWJ9uTA8iJZDF5FbmUfJh8lnyL/II8rKCsYKLgphCuIFBYpLBR4YBCk8INhV6FYYoKxYziQYmmZFBWUsootZRLlMeUd1Qq1ZDqSp1JFVFXUMuox6hXqN3UTzRVmiXNl5ZEk9E20A7SmmkPaO/odLop3ZueSM+lb6BX0y/Qn9I/KjIUbRS5igLF5YoVivWKtxRfKykomShxlOYo5SuVKp1QuqE0oKygbKrsq8xTXqZcoXxKuVN5SIWhYqcSrpKtsk7lsMpVlT5Vkqqpqr+qQLVAdb/qBdUeBo5hxPBl8BmrGQcYlxi9TCLTjMllZjCLmUeZ7cxBNVU1R7VYtYVqFWpn1LrUceqm6lz1LPWN6sfV76l/1tDV4GgINdZq1Grc0vigOUXTW1OoWaRZp3lX87MWS8tfK1Nrs1aD1hNtvLal9kztBdq7tS9pD0xhTnGfwp9SNOX4lIc6qI6lTqTOYp39Om06Q7p6uoG6Et0duhd0B/TU9bz1MvS26p3V69dn6Hvqi/S36p/Tf8lSY3FYWawy1kXWoIGOQZCBzGCfQbvBsKGZYYzhKsM6wydGFCO2UarRVqMWo0FjfeMw4yXGNcYPTRRM2CbpJttNWk0+mJqZxpmuMW0w7TPTNOOa5ZvVmD02p5t7mc83rzS/Y0G0YFtkWuyyuGmJWjpZpltWWN6wQq2crURWu6w6phKmuk4VT62c2mlNs+ZY51nXWHfbqNuE2qyyabB5Pc14WuK0zdNap32zdbLNsj1g+8hO1S7YbpVdk91be0t7vn2F/R0HukOAw3KHRoc3jlaOQsfdjvedGE5hTmucWpy+Ors4S51rnftdjF2SXXa6dLKZ7Aj2OvYVV4Krj+ty19Oun9yc3XLdjrv97m7tnul+2L1vutl04fQD03s8DD14Hvs8ujxZnsmeez27vAy8eF6VXs+8jbwF3lXeLzgWnAzOEc5rH1sfqc9Jnw++br5LfZv9cH6BfkV+7f6q/jH+5f5PAwwD0gJqAgYDnQIXBzYHEYJCgjYHdXJ1uXxuNXcw2CV4afDFEFpIVEh5yLNQy1BpaFMYGhYctiXs8QyTGeIZDeEQzg3fEv4kwixifsTPM4kzI2ZWzHweaRe5JLI1ihE1N+pw1Pton+iN0Y9izGNkMS2xSrFJsdWxH+L84kriuuKnxS+Nv56gnSBKaEwkJcYmViUOzfKftW1Wb5JTUmHSvdlmsxfOvjpHe07WnDNzleby5p5IJiTHJR9O/sIL51XyhlK4KTtTBvm+/O38VwJvwVZBv9BDWCJ8keqRWpLal+aRtiWtP90rvTR9QOQrKhe9yQjK2JPxITM882DmSFZcVl02OTs5+5RYVZwpvjhPb97CeR0SK0mhpGu+2/xt8welIdKqHCRndk5jLhMblNpk5rLvZN15nnkVeR8XxC44sVBloXhh2yLLRWsXvcgPyP9hMX4xf3HLEoMlK5d0L+Us3bcMWZayrGW50fKC5b0rAlccWklZmbnyl1W2q0pW/bE6bnVTgW7BioKe7wK/qylULJQWdq5xX7Pne/z3ou/b1zqs3bH2W5Gg6FqxbXFp8Zd1/HXX1tutL1s/siF1Q/tG5427NxE3iTfd2+y1+VCJSkl+Sc+WsC31W1lbi7b+sW3utquljqV7tlO2y7Z3lYWWNe4w3rFpx5fy9PK7FT4VdTt1dq7d+WGXYNet3d67a/fo7ine83mvaO/9fYH76itNK0v3E/fn7X9+IPZA6w/sH6qrtKuKq74eFB/sOhR56GK1S3X1YZ3DG2vQGllN/5GkIzeP+h1trLWu3VenXld8DI7Jjr38MfnHe8dDjrecYJ+o/cnkp50nGSeL6pH6RfWDDekNXY0JjR2ngk+1NLk3nfzZ5ueDpw1OV5xRO7PxLOVswdmRc/nnhpolzQPn0873tMxteXQh/sKdizMvtl8KuXTlcsDlC62c1nNXPK6cvup29dQ19rWG687X69uc2k7+4vTLyXbn9vobLjcab7rebOqY3nH2ltet87f9bl++w71z/e6Mux33Yu7d70zq7LovuN/3IOvBm4d5D4cfrXhMeFz0RPlJ6VOdp5W/Wvxa1+Xcdabbr7vtWdSzRz38nle/5fz2pbfgOf156Qv9F9V99n2n+wP6b76c9bL3leTV8EDhP1T+sfO1+euffvf+vW0wfrD3jfTNyNt177TeHfzD8Y+WoYihp++z3w9/KPqo9fHQJ/an1s9xn18ML/hC+lL21eJr07eQb49HskdGJDwpb2wUwGGKpqYCvD2IzccJAIybAJRZ4/P1mCDj3wRjBP+Jx2fwMXEG2L8CILYZIAKzezE1x9yKmI3wBoj2BtTBQa7/kpxUB/vxXNQGbDQpHRl5h82PJAuAr50jI8MNIyNfq7BmHwI0vx+f60eFeAJAPRj7BPh256U3/F3GZ/4/7fHvFkY7cIS/238Ch3gcaa4aP08AAABWZVhJZk1NACoAAAAIAAGHaQAEAAAAAQAAABoAAAAAAAOShgAHAAAAEgAAAESgAgAEAAAAAQAAAymgAwAEAAAAAQAAARYAAAAAQVNDSUkAAABTY3JlZW5zaG906tNGUgAAAdZpVFh0WE1MOmNvbS5hZG9iZS54bXAAAAAAADx4OnhtcG1ldGEgeG1sbnM6eD0iYWRvYmU6bnM6bWV0YS8iIHg6eG1wdGs9IlhNUCBDb3JlIDUuNC4wIj4KICAgPHJkZjpSREYgeG1sbnM6cmRmPSJodHRwOi8vd3d3LnczLm9yZy8xOTk5LzAyLzIyLXJkZi1zeW50YXgtbnMjIj4KICAgICAgPHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9IiIKICAgICAgICAgICAgeG1sbnM6ZXhpZj0iaHR0cDovL25zLmFkb2JlLmNvbS9leGlmLzEuMC8iPgogICAgICAgICA8ZXhpZjpQaXhlbFhEaW1lbnNpb24+ODA5PC9leGlmOlBpeGVsWERpbWVuc2lvbj4KICAgICAgICAgPGV4aWY6VXNlckNvbW1lbnQ+U2NyZWVuc2hvdDwvZXhpZjpVc2VyQ29tbWVudD4KICAgICAgICAgPGV4aWY6UGl4ZWxZRGltZW5zaW9uPjI3ODwvZXhpZjpQaXhlbFlEaW1lbnNpb24+CiAgICAgIDwvcmRmOkRlc2NyaXB0aW9uPgogICA8L3JkZjpSREY+CjwveDp4bXBtZXRhPgr83lOCAABAAElEQVR4AeydCbyV0xf3V5MMqVAaDE3KLIm/KYSSDKFMGRLJPBP+yphK9TYIZU78EaIMJXPJGGkwZUipDBEhoQznPd/l3ed9us507z33nqP7W5/PPec5z36evffzffZz7lp7rbVPpVhcTCICIiACIiACIiACIiACIiACBUKgcoH0Q90QAREQAREQAREQAREQAREQAScgI0UDQQREQAREQAREQAREQAREoKAIyEgpqNuhzoiACIiACIiACIiACIiACMhI0RgQAREQAREQAREQAREQAREoKAIyUgrqdqgzIiACIiACIiACIiACIiACMlI0BkRABERABERABERABERABAqKgIyUgrod6owIiIAIiIAIiIAIiIAIiICMFI0BERABERABERABERABERCBgiIgI6Wgboc6IwIiIAIiIAIiIAIiIAIiICNFY0AEREAEREAEREAEREAERKCgCJSZkbJ8+XL7+eefC+ZiFy9ebJ988knB9EcdEQEREAEREAEREAEREAERSE6gavLdJd87e/ZsGz16tC1ZssR+++03a9iwod1yyy2JChctWmTjx4+38847L7EvFxsvv/yy/fjjj3booYcmrW7atGmGodKrV6+k5bna+fnnn1v37t1trbXWsnXXXdd23nlnO+yww2y77bZLNLFy5Urr1KmT7bDDDjZ48GDf/8EHH9i5557r27FYzN8rVark72eccYYdddRRvq0XERABERABERABERABEVjTCeTcSBk5cqQdd9xxts8++zi7OXPmrMbwp59+srfffnu1fbn4gPGDYZRKjj322FRFZbJ/4sSJtmrVKhs7dqwNGTLEDbfQ0IwZM6x58+aGYfLLL7+4MbPNNtvYCy+84Ifcf//99u6779oNN9wQTtG7CIiACIiACIiACIiACFQYAjk1Un744Qf79NNPbaeddkoAxFsQpEePHq6Uf/fdd+5tYP+FF15oLVu2tK+++soGDhzo56+99tq2xx572DnnnOMeCY5bunSp9e7d23r27GmjRo1yg+T888+3xo0bW79+/dyL8ueff1owim677TarXr26ffPNN34edey1117WrVs3Nl3w+NAWRsOCBQvc43HiiSd6Gd4M6nj66aetQYMGtttuu1nlypVXO///VZPyDU9K586d7b777rOFCxfa5ptv7se+/vrr1qZNG782DLa99947ZR0qEAEREAEREAEREAEREIGKRiCnRkrt2rWtWbNmbhR06dLFFXsMhSB4WfAeDB061A0A9lerVi0U2/HHH+8GC8ZO37593QsRjIo//vjDPvvsM3v00UftrLPOsk022cS+//5722KLLbyuBx980A0SDBcktFu3bl0bNmyYjRs37h+eFoylN954w6666ipbb731PNyqY8eOVqdOHXvvvffspZdesgEDBrhH5Oqrry62MYGhM3XqVKtZs6b3N1wobfbv398wqjBYZKQEMnoXAREQAREQAREQAREQAbOcGikAHTRokD388MMe4oQBQn5GyBPBcCBXg1yLYESEm4C3gj9CtubNm2ebbbaZzZ8/PxT7O4YKuRnBU1O/fn3fT120VbVq1X/US1s1atT4x/5QcevWrT03hM9bbbWVGydt27Z17wreHMKwEDxCIVfEd2R4Oemkk2zFihWG4TZixAirUqWKn0HyPteBcfXXX3+58US9If8kQ7UqFgEREAEREAEREAEREIE1nkDOV/dCKT/ttNNswoQJdvbZZ7uC/u2332YEiVfklFNOcQ/D9OnT7euvv/bE++iJGCHbb799dFept0MIFhWtv/76Rs4MMnfuXA8l8w/xl0aNGoXNrN7xBF155ZVu2MyaNStxDp4TvDsvvviih4CxAhptSURABERABERABERABERABP4mkHMjJYAlf2O//fZzjwFJ4EHwGCTzSDz55JPWqlUru/HGG+2CCy6wJk2ahFMS7xgp0fCwREF8I1W90WOSbafyYODpIBk/CCuDFUcwfvDSXHLJJXbnnXcaSzIjGCl4dt5880176623fPUz9klEQAREQAREQAREQAREQAT+JpBTI+XXX3+1Z555xsOYqJ5wrQXxhHSU9SBNmzY1PCvkg0SF5YqD4EV55ZVXwses3lu0aGEfffSR/f7771kdn+kg+kzuCIYKuTAhIT/TeUXL8fxsueWWHta1bNky+/jjj61Pnz52xRVX+F/Xrl3dcCl6nj6LgAiIgAiIgAiIgAiIQEUlkPOcFPJRhg8f7rkYeD7ISalVq1aCL6tpsUQx3hKW6L388svdg3LwwQd7Ajura2HssBIXxkq2wgpheC9OOOEE96qMGTPG81DuuusumzJliodxkQuCsbH11lu7gZCuburDs3P66adbvXr1fBEA8mlKIix/fN1119kGG2zgYWMbbrhhohp+R4U8Hgw3wsAkIiACIiACIiACIiACIlDRCVSKh179/cuBOSRBaBOekZIo3XhYUOJThWHlsJtZVRWS2lndq127dm48ZXWiDhIBERABERABERABERABESgRgTIxUkrUkwI7iV+Fv/nmm30lMVYbe+655+zee+9NuUpYPrt/9NFHp2ye3J6iq6SFgzfaaKN/hN2FMlYzSxXiRvgaoXXJhMUHQv5NsvJ0/Sm0NjfeeGNf1jrZdVQUBumuE88i3tBksiaNg3QMMl0ny4yHlf2Kcvo3PQulYZDuOvUd9PfKkam+a/UdZCYG5iHjqf7n6nv470WP0ukd+h42z/P+t+iC/KZihw4d/F+mjJSimsP/+8zywJMnT/acFP5BsxxxScO9UjSRs9380GUqYQEDriWZsJ/yZIJixYOdTNKVZVrAIF1/0tWbrqys2iwpn7LqTz4YpGsz3Rd/RWGQ6TrTMfo3PQvpxkEmBumus6TPWFn1J1296cpKwyBdvSXlU1b9SdfXsmpTDMwnOlL9P073HVNW9yQf46A0baZjlO77KV2b6cr+bdxL+oyVFQMWlyI1BJGRkkwL1z4REAEREAEREAEREAEREIG8EUg+jZ637qhhERABERABERABERABERCBik5ARkpFHwG6fhEQAREQAREQAREQAREoMAIyUgrshqg7IiACIiACIiACIiACIlDRCchIqegjQNcvAiIgAiIgAiIgAiIgAgVGQEZKgd0QdUcEREAEREAEREAEREAEKjoBGSkVfQTo+kVABERABERABERABESgwAjISCmwG6LuiIAIiIAIiIAIiIAIiEBFJyAjpaKPAF2/CIiACIiACIiACIiACBQYARkpBXZD1B0REAEREAEREAEREAERqOgEZKRU9BGg6xcBERABERABERABERCBAiMgI6XAboi6IwIiIAIiIAIiIAIiIAIVnYCMlIo+AnT9IiACIiACIiACIiACIlBgBGSkFNgNUXdEQAREQAREQAREQAREoKITkJFS0UeArl8EREAEREAEREAEREAECozAGmWkLF682D755JMCQ6zuiIAIiIAIiIAIiIAIiIAIFIdATo2Uzz//3Pbdd1/r0KGDHXHEEdavXz977733itOfUh07bdo0mzBhQqnqyObkRx55xPbff3876KCDrEePHvbwww/bX3/95admw2DlypXOqFevXonm3nrrLTvggAOMuoP07NnTjj766PBR7yIgAiIgAiIgAiIgAiJQIQjk1EgJxCZOnGj333+/NWjQwIYMGRJ2l/n7sccea5dcckmZt0MDLVu2tKeeesp69+5tzz//vI0ZM2a1dtMxmDFjhjVv3tw++OAD++WXX/w8jJw6deoYhhaCsYMx8/vvv/tnvYiACIiACIiACIiACIhARSFQJkYK8NZdd13r3LmzLViwwBYuXOg8UeQnTZqUYDty5EibMmWKf3799dft//yf/2PDhw93L8ygQYNs+fLlXvbDDz8YXgWMAjwLGCKfffZZop5vvvnGy0877TS77777EvvZuOyyy/y8U045xbp3754wAiij/iuuuMIOPfRQu/baa23w4MH25ptvUpSVVK5c2Zo2beptjxs3LuFNCScnY0AZ19qmTRvbcsst7e233w6H2/rrr+/clixZYi+++KLts88+iTJtiIAIiIAIiIAIiIAIiEBFIVBmRkosFrOpU6dazZo1bZNNNnGe3377rWFwBEEZ/+mnn/zjihUrbPLkydaiRQu7/fbbbf78+QmD4Y8//rB58+bZp59+aqNGjXIPzWOPPRaqsbp169qwYcNszz33NOqMyhdffOGejr59+9oxxxxjt912W6KY0DC8FXfeead7RjCgfv7550R5thsYKnhEli5dutopyRhwwBtvvGGtW7f2PwyWqGCYwI39u+22W7RI2yIgAiIgAiIgAiIgAiJQIQiUiZFy0kknuTdk/PjxNmLECKtSpUpWMDfaaCPP88Do2H333VfLZ0Hhx8jgmPbt269WVqlSJatRo4ZVr149aTvkyGAocR5el2AoEXbVqVMnq1evnh1++OHuyaCd4gptI6FetlMxILEfo2uLLbawnXfe2Q2WaJt4WDDA6tevb+ussw5VSURABERABERABERABESgQhEoEyMFr8WVV15pKN+zZs3KGujmm2+eOJbQp+BlYWe1atXcg8J20TL2pZNQb9WqVV3xD/XOnTvXGjdunDg1HJfYkeVGCEvbcMMNE2ekYoCHBCOMcC7C4PDc0I8gXBselI4dO4ZdehcBERABERABERABERCBCkWgTIwUlH3CmcgdIZQqKPF4OgivCoJXIyp4RMpCUtWLN2PRokWJJlnCuCTy0UcfueGElydIKgYYKXheyH1hRa+GDRt6aFc4j/cLLrjAPUnRfdoWAREQAREQAREQAREQgYpCoEyMlABv++239+RwksqRbbbZxubMmWN//vmnr1718ccfh0Pz8o4h9fTTT7sRRQL/jz/+WKx+rFq1yt5//33PoSGhP5kxFGWwbNky45r79OnjCfsk7Xft2vUfRkqxOqGDRUAEREAEREAEREAERGANI1CmRgqsWBaY3BQSy3faaSdDsT/qqKNs4MCB1qpVq5zgvOuuu+zEE0+0sWPH+mphbPfv3z9j3eShEG5FH0na32GHHWyttdbKeB4HzJw50/NZhg4d6u/HH398yvMCAxLiGzVqZNGwMPJSWBSguAZSysZUIAIiIAIiIAIiIAIiIAL/cgKV4nkjxc8UL+VFk2Beu3btUtaSu9MDgi5dutjo0aOtVq1auatcNYmACIiACIiACIiACIiACBSLQNViHZ2jgwvFQCFUi9wQlhAmV4QfWJSBkqObrGpEQAREQAREQAREQAREoIQE8mKklLCvOT+NZYlZTYs8kYMPPtjIH5GIgAiIgAiIgAiIgAiIgAjkl0Bewr3ye8lqXQREQAREQAREQAREQAREoJAJlHnifCFfvPomAiIgAiIgAiIgAiIgAiJQeARkpBTePVGPREAEREAEREAEREAERKBCE5CRUqFvvy5eBERABERABERABERABAqPgIyUwrsn6pEIiIAIiIAIiIAIiIAIVGgCMlIq9O3XxYuACIiACIiACIiACIhA4RGQkVJ490Q9EgEREAEREAEREAEREIEKTUBGSoW+/bp4ERABERABERABERABESg8AjJSCu+eqEciIAIiIAIiIAIiIAIiUKEJyEip0LdfFy8CIiACIiACIiACIiAChUdARkrh3RP1SAREQAREQAREQAREQAQqNAEZKRX69uviRUAEREAEREAEREAERKDwCMhIKbx7oh6JgAiIgAiIgAiIgAiIQIUmICOlQt9+XbwIiIAIiIAIiIAIiIAIFB4BGSmFd0/UIxEQAREQAREQAREQARGo0ASqrklXv3jxYvv111+tefPmZX5Z06ZNsxUrVliVKlWsffv2Zd5evhtYvny5zZ4922rUqGE77rhjVt3hnFgsZjVr1szqeB0kAiIgAiIgAiIgAiIgAhDIqSfl888/t3333dc6dOhgRxxxhPXr18/ee++9ciON4TBhwoRyaQ9j6Ouvv7YhQ4aUS3uZGvnuu+/stttus06dOtmIESMyHV6s8rlz51qPHj1s1qxZ9tVXX2V17imnnGInnHCC8X722WfbO++8k9V5OkgEREAEREAEREAEREAEKsVnumO5woCR0r17d3vuueds1apVNnbsWMNwGD16dK6aSFtPuJRKlSqlPS5Xhd98841169bNJk+enKsqS1zPRRddZI0bN7alS5da7dq1jc+5kjvvvNNgiqGSrXzxxRe2ySab+OFPPfWUPf7443bHHXdke7qOEwEREAEREAEREAERqMAEyizca91117XOnTvbfffdZwsXLrTNN9/cxowZY3Xr1rWDDjrIkY8cOdK22WYba9u2rb3++uv26quvWtWqVW3q1Km2++6725lnnmnrr7++/fDDD9arVy877LDD7N577/W6zjrrLGvatKnXg7HQu3dv395rr73ccAj39LLLLjP2PfbYY/bXX3+5os1nhHCkAQMG2Lvvvms777yz0ee9997bdt1113B6id7xsAwePNjwQNSvX9/OP/9822GHHbyulStXuqfjlVdesXXWWceOOeYY9zpRiEEHB/qF16JVq1Z2+eWXe78ydYTrqF69utf9559/Zjo8UZ6uP/QF7wxeGu4L/dtuu+3skksuSZyfaiMYKJS3aNHCxwCG61prrZXqFO0XAREQAREQAREQAREQASeQ03CvKFO8Ghgb5CMEhfXbb791gyMct2TJEvvpp5/8I/kdeCRQaG+//XabP3++vfnmm172xx9/2Lx58+zTTz+1UaNGWYMGDdzoCPVg+AwbNsz23HNPo86oMKP//PPPW9++fd0gQOkOQmgYSjqegpYtW9qkSZPs559/DsUlfr/hhhtso402coOKfJU+ffp4rgwVPvjgg34dhGRhvNx11132/vvve1u0/fTTT1vr1q3d64CxghciG8FAKYmk6w/GGrzatGnjhhTb9DlbmTlzpnvTMNgI/ZKBki05HScCIiACIiACIiACFZtAmRgpJ510kiu148eP95l9ksuzERR7vCwYHXhSovksGD14HTgGxT9aRigSCd2pFHVyZDCUOA+vC54ZZMaMGZ7DUa9ePTv88MPdaxNCxrLpb7JjMCxIMD/22GO9r/QZz8acOXP8cLwR9KdRo0Z+jdtvv73hVQlSq1Yt7wsemIMPPthQ9MtS0vWncuXKzhQvCn/wrVatWtbdwaicPn26G354YCQiIAIiIAIiIAIiIAIikA2BMjFS8FpceeWVvrITYUvZCiFhQQjzCl4W9qEc40FBipb5zjQvoV4UbUKsQr2EY5HHESQcFz6X5P377783lPtQLwZUkyZNPFeE+igPYWp8btasWaKMz+G8sP3BBx+wWWaSqT+lafioo46yoUOHuieJsDsWG5CIgAiIgAiIgAiIgAiIQCYCZWKkoOwTskTuAqFUeBcQZuIJrwqCVyMqKPRlIanq3WKLLWzRokWJJlnCuDhC+BJ5LlHvC+Ft7CMvJQghZ2EZXt6//PLLUGTRMnZGV89iG49LWUqm/uSibfKOMDI//PDDXFSnOkRABERABERABERABNZwAmVipARmhDJtueWWNm7cON+FskrYE+FPrAT28ccfh0Pz8o4hRQ4IRtSUKVPsxx9/LFY/WEWrYcOGHjYWTmQfRhp5MBgvb7/9tv+eCteOkPtCiNVvv/3mhgxJ+9HfHcFwI5SNPBzCwEiez0ZoC+Mo+hc1nlLVkak/qc5Lt59wuk8++cQP4V6TV8P1brrppulOU5kIiIAIiIAIiIAIiIAIOIEyW90r8CU347rrrvN8kp122skT3gkDIuciWwU81JXqneRzjAzCuFDuMYS23npru+KKK1Kd4vvJQ7nmmms8fwSDihW4ipvc3bNnT0/mZ1GAa6+91q8JD9LVV1/tyjkK+3nnnef5KTRKvg4rkXXt2tWNl3bt2nlieugoRh2J9yj1a6+9tp188smhKO37E088YcOHD08cg2Fw4YUXes5NYmeSjUz9SXJKxl0sAHDppZe6McrB5AMR7rXxxhtnPFcHiIAIiIAIiIAIiIAIiEBOfyclW5wo7ngcCkWCx6FLly7+my4kr5dWqBOvCIn+5MIUFZb1JT+GZY+D4NXBe3L99dd7nkqdOnX890lCeVm+J+tPadrj+sl3YdGEQrrXpbkmnSsCIiACIiACIiACIlA+BP6pPZdDu4WitLL0L8sck8jOb4I0b97ccmGggJA8GFYNSyUYL6mEc1nhrDwlXX9K0g+uIdd1lqQfOkcEREAEREAEREAERODfRyAvRkqhYCIMiZXCyI1huV9CvvIpJPKnWkY5n/1S2yIgAiIgAiIgAiIgAiJQngTyEu5VnheotkRABERABERABERABERABP5dBMp0da9/F4rc93bFihUpKyUxnpWvSiLp6i1JfZxDov2JJ55oZ511li8+UNJ6dJ4IiIAI5JLAkCFDrEePHta/f/9cVqu6REAEREAECpxAuYZ7nXPOOfbRRx95MjXL9O62226+elWq3zEpZHb8mvoDDzxgr732ml1++eXWtm3bRHdJmGdlsWXLlvm+q666ypce5sPvv//u/2xZepgfN+zevbux2lk2MmPGDBswYIAbN6yU1a9fPyO5HoPnmWee8d9Y4RfuN9hgg2yqW+2YX375xbbddlu/ltUK9EEEREAE8kjg4osv9iXdn3vuuTz2Qk2LgAiIgAiUN4Fy96RgqEyePNmXJX7hhRc8cb28L7q07WFoYJi0aNHCjQR+myQqN954o+2yyy726KOP+hLAffv29d8v4ZjHH3/cWK74oYceciNj1KhR/psx0fOTbbO0MvX06tXLz8UQueWWW/zQ+++/338kk8R/DJdcCyt/hd89KVo31z59+vSiuxOfKUvlMaLOpUuXJo6NbhRam4XWn0LjXmj9YSwV2tgrtP4U2vOXrj/R7wZti4AIiIAIVAwC5W6kBKz8Tgp/Qfnl19UvuOACO+SQQ+zII4+0oUOH2qpVq/zwJ5980m699dZwqr+jsLMyF8KPMPIbJZ06dbLjjz/efzPFC+IvLHdMmAB1HnHEEXbvvfeGIn+nfX6LpOj+1Q4q8oElhfGi8Bsw/K5K1BO0cuVK71fHjh39rNmzZxu/G8IPNCL8nssBBxzg3qRZs2b5+VOnTvWydC8cW7lyZdt1113dczJ//nx79dVXPTSLH8bcd999ba+99kowo66ixlO6+pOVhaWZ8Rrx45RRCWUYbPxOTRD2hzL2jR49OtGnsD+8v/jii4n7H/aF90Jrs9D6U2jcC60/hTL2wngulP7Qj9CnQnv+kvWH/kpEQAREQAQqJoFyN1L4R0SM8Zlnnmk1atSwQw89NEEeA+Oxxx6zkSNHGkr42LFjvYwfgcRQwQBACKdiyeCwGhe/K8IPH95zzz1GaACeDMKXEH7ksFq1aoa3gb/or7tTTqjUggULjJnybAWjJNWPPvLbIHgOGjRo4Io9hhihbUuWLPHq8aJQ9uWXX7qRgTETytK1H87jmNtvv90NJBRDQsr4fRdCyvjxxs6dO9uiRYvs5ptvdm9PUEjS1Z2sDM8NXq9gCHLM4sWL7aKLLnLDgh+cfOSRRxJeEgwxDEvu3/jx4/0esw/BWMKrhLGIsk8dCxcu9DJe3nrrLTv77LM9/K2Q2vzwww8rPAOM+HT3Ol3ZmjIOMjFId53pyv5Nz0JpGKS7zrlz56b8PuD7TSICIiACIlBxCZTr6l4ooPx2CL/szrK/n332mZ1//vm21VZbJe4ACvu8efP8Rw3J2eCX2xGOw1Oy//77uxcDw4K8DwwWPBqEX9WsWdNnCTFuDjroIOvQoYPddNNN7k1BMV5vvfUS7YQNlPw33njDDQlyMoorp5xyiiec48lA+Gd+xhlnuFGF4s2vwGNAkLOCJ4eljlHsMJjIH8FDwrXgCUonGAT089RTT3UjBUMPFnfffbc1adLEDTh+CJK4ba7zsMMOc87p6oyWPfzww34/4BgEww0vCfcKA5E8mJ49e/r9wstFnzAWv/jiC2vYsKF7qwIHPEaUY4yx1DMeoKOPPtqXWKY+DC3uNUsus/Qy9fK7KoXWZqH1p9C4F1p/GLuFNvYKrT+F9vyl60/4LsKTy3fbwIEDwy69i4AIiIAIrOEEyt2TgoGCAk1uBV6NcePGOWI8ECj8zLYTu/3111+7lyPwP/DAA/2fFJ/5Z4UBgnAc4VfMejPrz7n8OCO/5o5gCDCTj4fhvPPOMxLWo0JuB96Mkhgo0XrCNt4h2iPXBA8HPw6JscXvsSCUP/vss/7eqlWr1cpCHcneOQ/PBEYXYXF4gBDq5Zfq8SBhLJx22mnuVcIbNXPmzGRVZb0Po4EQMrxSeHIwNDAoEDxJe+65p3upli9fbo0aNTKuJwjbjRs3Nsr41XmODb8Bw/1h0QTyUbimvffeO/HDj4XWZqH1p9C4F1p/GH+FNvYKrT+F9vyl60/4PtG7CIiACIhAxSNQ5Zq4lNdlT5o0yZo1a5bwnGCYTJs2zY0WZvI33HBD95ygwDK7hoLbrl07796mm27qieIkq5PDce6553ouCCEBGDp4IvAscC5/KM0IXgW8GBgMeF3IJcFgCYIBgUeHEC0MgeIKifAtW7Z0bwbnorThyUExx/uD3HHHHX6NeJG4XrwnGGMYUhMmTHBlnjoQZu5ZDphwKBLhg8DiwQcftPbt2/t14n1hRS+W5sSDRM4NyhBhcZzXtWtXT7THe5ONvP/++x461qZNGz+ccK/LLrvM92HEoaxjEBFKh3GJl4R+smQxIRswxUNUu3Zt7/vgwYPdc0ToGfcKo41rwhtDvSgm3FPuL6uWERaDQRRWRSuENrfbbju/T3jbCqE/hcidCYM1fRyUhjsG/prwLJSGQbpnnu+q//73v0m/D/DK8j2K8B3NH99/EhEQAREQgQpCIJ6zUG4SD3+KxZVyby+ecxKL51DE4onV/jmeGB8bMWKEb8eT6GPx0KBYPPTIP4eXuGIfixsbsXioUNgVi3stYvHE91g87CkWN1gS58dn6X07/o/Nj+FD3DiIxZf89f3hZc6cObG4EROL51OEXVm9027csPH64qEIvh1O7N27d2zYsGH+8eWXX/Y+cywSV+5jccMiFjcCYvFwp1hc+Y3FDQ4v4yVuLHh/unXrltjHBtcW90DFXnrpJd8Pq7h96dvRl7gxEHvnnXdicU9LDN7ZSny1sVh8eePVDo8bFf45HmYWi3tmfJs+U3fc+HCubMe9N17GNuVxY9CPYWc89C0WV9S8nHPCMezgnseXcPay0FZ4L5Q2C60/hca90PpTaGOv0PpTaM9fpv74l0P8JW4Mxy699NLwUe8iIAIiIAIVgEC5/k4Kdh85GnEF270HrVu3tsMPP9zNQXI1yN3gBwXxbjCrTihXVAj5IlSK1bGCkMTep08fI3kerwYz+fzYIbP6zP6T+4HnAi8NeRXkPuRCrrvuOiPWHKFt/saMGeO5LeTeEM523HHHeV/Iq2FlLoS8mrgR4WFoxPOfcMIJCa+PH5DihZA2ZhxZYph8Djw2gwYN+sfRhNLBmDAq2i+NbLbZZn46IXHkvSDMiiJ4QRBmOpllRQjnCuW+I/6ChyjMhoZzwjGEg3FfkNBWeC+UNgutP4FhoXEvtP4wpgpl7NEXpFD6U2jPX7r+/E1OryIgAiIgAhWRQLkmzmcDmHAnFNfosr7hPH5XhdWjwu+DhP3hneWGCf/iBw6j5xMqFZ+xs7p164ZDy+WdnAuuJRgo0UbpK+FeIU8jWpZum3wXwuS4xlwK4Vssw4xhR3gaK6JJREAERCDfBJiYIb+OUGElzuf7bqh9ERABESg/AgVnpCS7dIyMiRMnuoFCngdJ2BIREAEREAEREAEREAEREIE1k0C5h3uVBCNJ7SRyE+5EcrhEBERABERABERABERABERgzSXwr/CkrLn4dWUiIAIiIAIiIAIiIAIiIAJFCZT776QU7YA+i4AIiIAIiIAIiIAIiIAIiECUgIyUKA1ti4AIiIAIiIAIiIAIiIAI5J2AjJS83wJ1QAREQAREQAREQAREQAREIEpARkqUhrZFQAREQAREQAREQAREQATyTkBGSt5vgTogAiIgAiIgAiIgAiIgAiIQJSAjJUpD2yIgAiIgAiIgAiIgAiIgAnknICMl77dAHRABERABERABERABERABEYgSkJESpaFtERABERABERABERABERCBvBOQkZL3W6AOiIAIiIAIiIAIiIAIiIAIRAnISInS0LYIiIAIiIAIiIAIiIAIiEDeCchIyfstUAdEQAREQAREQAREQAREQASiBGSkRGloWwREQAREQAREQAREQAREIO8EZKTk/RaoAyIgAiIgAiIgAiIgAiIgAlECMlKiNLQtAiIgAiIgAiIgAiIgAiKQdwJrlJGyePFi++STT8oF6rRp02zy5Mn23HPPlUt72TTyyy+/2PLly7M5tNjHUO8rr7xis2bNyvpczvnpp5+yPj5XB5bnOChpn7/66isfP4yh+fPnl7SaMjmvJPe6TDqSotKVK1falClTUpT+O3fD/O233/53dl69FgEREAEREIEyIJBTI+Xzzz+3fffd1zp06GBHHHGE9evXz957770y6HbyKjEcJkyYkLwwx3t//fVX+/rrr23IkCE5rrn41f3xxx92zjnnWOfOna179+52/vnn25w5c4pfUYoz5s6daz169HADBeU6GznllFPshBNOMN7PPvtse+edd7I5zfr372+jRo1KHPvyyy97PYkdWWyU5zjIojtJD/nzzz/t559/tieeeMLefPPNpMfkY2dJ7nVZ9vPaa691TtE2UOgZJ2uSYFgPGzZsTbokXYsIiIAIiIAIlIpA1VKdneLkiRMn2qpVq2zs2LGuxI8ePTrFkbndfeyxx+a2wjS1HXDAAfbNN9/4NaY5rNyKMFDatm1rlSpV8j6NHDnSbr311py0jwcFwxNDJVvp27evbbLJJn74U0895YbHHXfcke3ppTquPMdBSTu66aab2pFHHmmfffZZSasok/NKcq/LpCP/r1L6c+6555ZlEwVR99Zbb23/+9//CqIv6oQIiIAIiIAIFAKBMjFSuLB1113XZ/bvu+8+W7hwoW2++eY2ZswYq1u3rh100EF+7SjS22yzjSvXr7/+ur366qtWtWpVmzp1qu2+++525pln2vrrr28//PCD9erVyw477DC79957va6zzjrLmjZt6vVgLPTu3du399prL+vWrZtv83LZZZcZ+x577DH766+/XNHmM8KM7IABA+zdd9+1nXfe2fu8995726677urlJX3BwzJ48GBjVrp+/fru2dhhhx28OkJVRowY4aFT66yzjh1zzDHudaIQDwAc6BdhVa1atbLLL7/c+5WuLzDbb7/9EodgrNx+++1eD/zSSbr+0JfbbrvNvvvuO78v9G+77bazSy65JF2VXhYMFD60aNHCxwCG61prrZXx3HQHfPDBBz4GeK9Ro4Z7kPbYYw8/Jd04wFBee+21bcaMGbZgwQIfSyeeeKKfF4vF/Dqffvppa9Cgge22225WuXLl1cZRsj49+uijtmLFitWOY5yeeuqptuWWW9oDDzxgTz75pP3444+GUcKY3XHHHZNVtdq+N954w8fBhRde6PtfeOEF+/TTT+3000/3z2zfeOONbuDwXNFmeBZ4Vniu8FzhrcGjGX0eVmso8iHTvV66dKk/Yz179nSDc8mSJT6u27dv723dfPPNxj6eZ/qz8cYb22uvvWZMWHz00Ud+3dz/L7/80q688kpr1KhRpPV/bvL8vP/++4aXEM9glSpVrGPHjv68hKMxfpN9H8B7+PDhfq8Z//SZZyKTZHr+0jFI1SbXgPHB90yQu+66y+rUqeNjkH3w4r7BDO9zVB555BEbN26c8Zzy3YTHlGeI4/lu4/lE8MTg1Q3emJKOA+rCMCT0jGeBMc7Ex8CBA6127dpp20z3XUu9EhEQAREQAREoDoHKxTm4OMei+GFs1KxZMzGj/u233/o/11APSk3IWUDZIz4fhRYFmzj9EAaDojJv3jxX1AgF4p8nRkcQDB/+Oe+5556uKIX9vH/xxRf2/PPPGzP7GAThnzplhIbxz//OO++0li1b2qRJk/4RWsJxxZUbbrjBNtpoI1egUOL69OljhIchDz74oF8HhgrKFwoLigxC+A+KcuvWrQ2vA8YKilhxBQUDpTWTgUK96fqDsQavNm3auLLLNn3OVmbOnOleHRROQr9Ka6DQLvdqn332sccff9wVUYzAIOnGAYYWChcKOwoX143SiRCS+NJLL7kiecYZZ9j48eONsZpJtt12WzdCGOsIYxYDYosttvDPGCYYE4R0HX300a7k//bbb16W7oVxEA2r4xnhWUHIO0KpJazyoYcesv333985hPpoq1q1anb//ff7XzZGEedmutc8g3h9YIixxX3AEOW5xejAgMBgYMxxvxHKvv/+ex9DKL70GYPymWee8fJ0LxdccIGfh3EyaNAg3+7SpUviFPoD62TfB9dff70bpPfcc49dfPHFfg/glkkyPX+pGFBvqjYxVnm+MSIQJkp4prfffnv/zAshbYw7jOeoMFHBJA/XwPcbhjlGC0JforlMv//+uxFuG6Sk44Dz4UCYJfebZ4Vrq169esY2033Xhn7pXQREQAREQASyJVAmRspJJ53kSi3KHso4ikY2gmKPlwVlE09KNJ8FRRAjg2NQ/KNlzPQxq84/0mRCqBIKFecx284sI8KseqdOnaxevXp2+OGHu4IVFM5k9WSzD8Ni9uzZRsgRfaXPzGiHHBFma+kPM8lcI8oKClyQWrVqeV9Qvg8++GBD0S+OcH0YPhdddFFWp6XrD94EmOKp4Y9tFOBsBSVy+vTprvTggcmFMGON8gtTZp6DB4G6M40DjD88Ws2aNbOtttoqMYYYByjPeAFQ6jkmm3FAHfBAeURI5ma2O4x3tjfccEMvx2uGghqMDT+hBC+MFdps2LChewB5XxBXbvHeIfDBEEKJxZsZPHiZmsrmXlPnUUcd5UY04xNeeGy4XvaH8Y6RHIyxzTbbzPdvsMEGbrwx7sPzl65PXCPjjXvKexiH4ZxU3weMf+4nXsiPP/7YJyHwNjHOs5FMz18yBuna5LnByGfCBuG7gYmb6LjlPvFXVOgz4/E///mPNWnSxL+/ot8VRY+Pfi7pOAh1YKjgyaPd5s2b+8RQKEv3nuq7Nt05KhMBERABERCBZATKxEjBa8HsKopEcVaDQpkIwoxs8LKwD6UFDwpStMx3pnkJ9aIwoCyGegnHaty4ceLMcFxiRwk2mDlG4Qv1omTxjz7M2lMeVVBQmEMZzYXzwnZQgLPpCso7IRcnn3yyMcufjWTqTzZ1pDoGxXXo0KHuSaJfwZuU6nj2w66owDAInhyMgUMOOcSuu+46NzpDWab36P2NjqGi4yBTKFK0HcLsggLKO96CIMyCcy+Y1UZx5jqC8h6OKe47xgjjGC8jBuBbb73l3pTgKcAoxhgiR+m8885zQ6a4baQ6nnajHgCOKzp+wtjGc4VwTnhnG4OGsK/SSqrvg8Dnww8/TDCiTzz32Uim5y8Zg0xtphsj6fpUlG3R74p055Z2HJAjQ3hkcSU8Y3CKftcWtx4dLwIiIAIiIAJ/axA55sA/KhQDcheuuOIKz5dAKWQ2lPCqIMxARiWqjEb3l3Y7Vb2E5SxatCgRHx9CMrJtj/AlFEKMsdAGs6TsQ3FhlhshDIL9CO/E5YcwHMqYbQ8SDfNhO1uFmXAPwsoIeSN3J1vJ1J9s60l3HDPuKJUojjvttFO6Q50Ps9VB8JhEw8TwDIT8B/IOCDHKJkeG+sI9CnWH9zAOwmfGAZ65bASjhDFOuBOzz4QNIhgNhEbdfffdfn/xHhCiVlS4Nu5dVNI9J2GspAq7w7t09dVXe/vkxBAqhbGUC0Hx5D5GJYyfsI+xjYTxHvaX9J17lo1XK9QPH3h27drVPW1hf7bvmZ6/ZAwytYlXh/BBxhVhVIzbbKQo2+j3CGOE7xmeFfpU9Lu0tOMgmWcnU5tcU6pnLJvr1TEiIAIiIAIiECXwz2nraGkpt5l1JSabxE8EZZWwJxRP4qcJx8inEP5DDgghWszOEyJRHCGRFEOEWfIg7MNIIw8G5YrQFzwcXDuCEksYBzPqGDIk7QeDhXKUDULZUD4I7UDBySS0Q8Itikn37t2dL4yzkUz9yaaOosegkIffq6EfxOBzveRoZBKOwXsUFHfC3ZhBDhJWwyJEj9leFLTSCuOAZHUMVuoPoXnZ1EvfUN7IjSBXJihpXDceAz6jTOJN4b2ocO+5xqh3gbECP8YNYzPkZnEuoT94KRhXQch5CIo8eQpso2TusssuOeET2kn2jsdu2bJl7jGlXcY9ExRMSuRCyFHjGclWCOvEc0nCfjB2ec6CZydTPSV5/jK1ifeIxToIfSXsLXgbMvWFZ5PwMPqE0cv3QfiugC+eZcYq10lOVVTKYhxkajPavrZFQAREQAREoLQESq/hZegBuRmE5RB+wCw6Ce+EARHTno0CnqF6LyYHAyODMC7+YfOPGwWWGe50Qh7KNddc4/kjGFTM0kdn7dOdG8rCakfMlJIAyzUxs89sNso5CjthN8TrI+TrsBIZM70ooe3atfOY9VAfRh2J9yj1hFsQLpRJUMBCyNGzzz6bOJwliKkvnWTqT7pzU5XhUbj00kvdWOIYlDjCvTCiMgk5Saw0RZI0yj+KUfQ3MagHLszoU473KEhJxwHKIPeN1bMwfljdqzjjgHAeVq6DZRD6zRLDLNtMXRhC5FoVFYwOwrZ4JrhXeD4YK+QxMEbw6PDchHAuGDKuCalcb731nDEGCR4bhIR5QiyZ3cdryfgsS6E//A4O95t8DgwVnvdcCd8beIRYsQwP4fHHH5+2aoxCxgTJ3niumDTgOQuLWaQ9OV5YkucvmzYZI+R4sPJbVFgBDQMXI5XwrrDiHN6vtm3buoHKPkKneI5COXWwchvfX5RhIEelrMZBujaj7WtbBERABERABEpLoFJcqfh7aaLS1lSM81HcUR4KRQICFGOWqkXZKq1QJzOgKJzJZvsxLFAuomEVeHWYLUXBIk+FZUrDzHxp+5Pp/GT9yXROunKuH6WLWeSS3GsMThQ3+BVlQF9hmov7FL0G+kxbGJgYj2Gp6ugxxd3G2MSrgkFRXIEBRkqyPB36imGMoVaUA94X2k1mFBW3D9kej+cLjwptFr1f2daR6+P4nqFf2T5HuXj+ittmNteMkYXBGUL9oueQ5xUWPYjuZ7usxkG6Nov2QZ9FQAREQAREoKQEytyTkqxjJVFak9VT2n2EyRBKQ3gKs/esYlNU4StpGyhqzMqnkuBZSVbOueWpYNKHdP1J1sdM+7iG0tSZLqehNPUm6zcKIHkueCxY6ppE+kxeuGT1JNtXkuTjUE86BvBN5ZnCi8NfeQqerVT9Kc9+RNsq6fdMaZ6/krYZ7XfRbQzcVEYuEx2ppKzGQbo2U/VF+0VABERABESguATyYqQUt5NldTzhE/wjJzeG5X6LrlxUVu2mqpcEbmbGJeVLAAWb8EDGAeE+/JZKccK9yre3aq2sCOj5KyuyqlcEREAEREAEik8gL+Fexe+mzhABERABERABERABERABEagoBMp0da+KAlHXKQIiIAIiIAIiIAIiIAIikDsCMlJyx1I1iYAIiIAIiIAIiIAIiIAI5ICAjJQcQFQVIiACIiACIiACIiACIiACuSMgIyV3LFWTCIiACIiACIiACIiACIhADgjISMkBRFUhAiIgAiIgAiIgAiIgAiKQOwIyUnLHUjWJgAiIgAiIgAiIgAiIgAjkgICMlBxAVBUiIAIiIAIiIAIiIAIiIAK5IyAjJXcsVZMIiIAIiIAIiIAIiIAIiEAOCMhIyQFEVSECIiACIiACIiACIiACIpA7AjJScsdSNYmACIiACIiACIiACIiACOSAgIyUHEBUFSIgAiIgAiIgAiIgAiIgArkjICMldyxVkwiIgAiIgAiIgAiIgAiIQA4IyEjJAURVIQIiIAIiIAIiIAIiIAIikDsCMlJyx1I1iYAIiIAIiIAIiIAIiIAI5ICAjJQcQExVxYoVK1IV2W+//WZ//vlnyvJ0BenqTXdeurKnnnrKTjzxRDvrrLPsjz/+SHeoykRABESg3AgMGTLEevToYf379y+3NtWQCIiACIhA/glULc8unHPOOfbRRx9ZlSpVbPPNN7fddtvNTj75ZKtUqVJ5diMnbX366af2wAMP2GuvvWaXX365tW3bNlHvN998Y1dccYUtW7bM91111VXWsmVL3/7999/9n+27775rv/76q3Xv3t2OOuqoxLnpNmbMmGEDBgxw42bjjTe2fv36WZ06ddzgeeaZZ+yrr76yY445xjbYYIN01SQt++WXX2zbbbf1a0l6gHaKgAiIQB4IXHzxxfb888/bc889l4fW1aQIiIAIiEC+CJS7JwVDZfLkyXbdddfZCy+8YG+++Wa+rr3E7WJoYJi0aNHCjYS//vprtbpuvPFG22WXXezRRx+1Tp06Wd++fS0c8/jjj9u3335rDz30kBsZo0aNss8//3y185N9wLtBPb169fJzMURuueUWP/T++++3lStXWvPmzb3OZOeXZt93331nn3zySdIquK7p06cnLWMnZak8RtS5dOnSpOcWWpuF1p9C415o/SnEsbemPAtlda/TfR8k/ZLQThEQAREQgTWaQLkbKYFm/fr1jb+g/OIFuOCCC+yQQw6xI4880oYOHWqrVq3yw5988km79dZbw6n+jsIeDJwff/zRrr32WjcIjj/+eJsyZUri2B9++ME9F9R5xBFH2L333psoY4P28eYU3b/aQUU+VK1a1b0oxx57rK211lqreYIwFuhXx44d/azZs2fbzz//bO+9955/pm8HHHCAe5NmzZrl50+dOrVIC//8yLGVK1e2XXfd1T0n8+fPt1dffdVDszBy9t13X9trr70SzKgBZaI0EovF/HS8RsxkRiWUYbDdddddiSL2hzJ2jh49OtGnsD+8v/jii4n7H/aF90Jrs9D6U2jcC60/hTL2wngulP7Qj9CnQnv+kvWH/kpEQAREQAQqJoFyN1L4R0SM8Zlnnmk1atSwQw89NEEeA+Oxxx6zkSNHGkr42LFjvWynnXYyDBUMAIRwqtdff9223357/3z99dfb2muvbffcc48RGoAng/Al5IknnrBq1aoZ3gb+dtxxR98fXsgNWbBggTFTnq0QnoZxkky+//579xw0aNDAFXsMMULblixZ4ofjRaHsyy+/dCMDYyaUJasv7Avn8fn22283DCQUQ0LKunTpYoSUXXjhhda5c2dbtGiR3Xzzze7tCQpJqCfbdzw3eL2CIch5ixcvtosuusgNixtuuMEeeeSRhJcEQwzDkvs3fvx4v8fsQzCW8CoRU46yTx0LFy70Ml7eeustO/vssz38rZDa/PDDDys8A4z4dPc6XdmaMg4yMUh3nenK/k3PQmkYpLvOuXPnpvw+4PtNIgIiIAIiUHEJVIorsX9Pl5cDAxTQevXq2Q477GAff/yxffbZZ3b++efbVlttlWgdhX3evHn2yiuvuNJ69dVXexnHETq1//77uxcDw4K8DwwWFHbCr2rWrOmzhBg3Bx10kHXo0MFuuukmw5uCYrzeeusl2gkbKPlvvPGGGxLkZBRXTjnlFE84x5OB8M/8jDPOcKMKxXv48OFuQJCzgifn4IMPdqUPg4n8ETwkXAueoHSCQUA/Tz31VDdSMPRgcffdd1uTJk3cgIMZcdtc52GHHeac09UZLXv44Yf9fsAxCIYbXhLuFQYieTA9e/b0+4WXiz5hLH7xxRfWsGFD94AFDniMKMcY22STTdwDdPTRR1v16tW9Pgwt7jWft9hiC693o402cmOxkNoUg63cE5bqXleUcVCa61xTnoXSMOA7JNUzn64sfBeFnJSBAweGXXoXAREQARFYwwmUuycFAwUFmtwKvBrjxo1zxHggUPiZbSd2++uvv/awpsD/wAMPTCROoohjgCAcR/gVs97M+nNu06ZNbZ111vFyDAFm8vEwnHfeeUbCelTI7cCbURIDJVpP2MY7RHvkmuDhqFWrlhtb66+/vh9C+bPPPutepFatWq1WFupI9s55eCYwugiLwwOEUO/TTz/tHiSMhdNOO829SnijZs6cmayqrPdhNBBChlcKTw6hZhgUCJ6kPffc071Uy5cvt0aNGhnXE4Ttxo0bG2UslMCxGCQI94dFE8hH4Zr23ntvoy2k0NostP4UGvdC6w9jqNDGXqH1p9Cev3T94X5KREAEREAEKiaBKtfEpbwufdKkSdasWbOE5wTDZNq0aW60MJO/4YYbGp4TFFhm11Bw27Vr593bdNNNPVGcZHVyOM4991zPBSEkAEMHTwSeBc7lD6UZwauAFwODAa8LK3JhsARhhS08OiR3YwgUV0iEZ+UuvBkIShueHBRzvD/IHXfc4deIF4nrxXuCMYYhNWHCBFfmw+pfzNyzHDDhUCTCB4HFgw8+aO3bt/frxPvCil4szYkHiZwblCHC4jiva9eunmiP9yYbef/99z10rE2bNn444V6XXXaZ78OIQ1nHICKUDuOSmXX6yZLFhGzAlNCf2rVre98HDx7sniNCz7hXGG1cE94Y6kUx4Z5yf1m1jLAYDKKwKlohtLnddtv5fcLbVgj9KUTuTBis6eOgNNwx8NeEZ6E0DNI983xX/fe//036fYBXlu9RhO9o/vj+k4iACIiACFQQAoR7lZfEw59icaXcm4vnnMTiORSxeGK1f44nxsdGjBjh2/Ek+lg8NCgWDz3yz+ElrtjH4sZGLB42EHbF4l6LWDzxPRYPe4rFDZbE+fFZet+O/2PzY/gQNw5i8SV/fX94mTNnTixuxMTi+RRhV1bvtBs3bLy+eCiCb4cTe/fuHRs2bJh/fPnll73PHIvElftY3LCIxY2AWDzcKRZXfmNxg8PLeIkbC96fbt26JfaxwbXFPVCxl156yffDKm5f+nb0JW4MxN55551Y3NMSg3e2El9tLBZf3ni1w+NGhX+Oh5nF4p4Z36bP1B03Ppwr23HvjZexTXncGPRj2BkPfYvFFTUv55xwDDu45/ElnL0stBXeC6XNQutPoXEvtP4U2tgrtP4U2vOXqT/+5RB/iRvDsUsvvTR81LsIiIAIiEAFIFCuv5OC3UeORlzBdu9B69at7fDDD3dzkFwNkr/5QUG8G8yqE8oVFUK+CJVidawgJLH36dPHSJ7Hq8FMPj92yKw+s//kfuC5wEtDXgU5FbkQllAm1hyhbf7GjBnjuS3k3hDOdtxxx3lf8A6xMhdCXk3ciPB8FGK8TzjhhITXxw9I8UJIGzOO/DYKsd14bAYNGvSPowmlgzFhVLRfGtlss838dELigqeIWVEELwjCTCezrAjhXKHcd8Rf8BCF2dBwTjiGcDDuCxLaCu+F0mah9ScwLDTuhdYfxlShjD36ghRKfwrt+UvXn7/J6VUEREAERKAiEijXxPlsABPuhOKa7Ace+V0VVo8Kvw9StD4S5An/4gcOo+cTKhWfsbO6desWPaVMP5NzwbUEAyXaGH0l3CvkaUTL0m2T70KYHNeYSyF8i2WYMewIT2NFNIkIiIAI5JsAEzPk1xEqrMT5fN8NtS8CIiAC5Ueg4IyUZJeOkTFx4kQ3UMjzIAlbIgIiIAIiIAIiIAIiIAIisGYSKPdwr5JgJKmdRG7CnUgOl4iACIiACIiACIiACIiACKy5BP4VnpQ1F7+uTAREQAREQAREQAREQAREoCiBcv+dlKId0GcREAEREAEREAEREAEREAERiBKQkRKloW0REAEREAEREAEREAEREIG8E5CRkvdboA6IgAiIgAiIgAiIgAiIgAhECchIidLQ4aSn8AAAM/xJREFUtgiIgAiIgAiIgAiIgAiIQN4JyEjJ+y1QB0RABERABERABERABERABKIEZKREaWhbBERABERABERABERABEQg7wRkpOT9FqgDIiACIiACIiACIiACIiACUQIyUqI0tC0CIiACIiACIiACIiACIpB3AjJS8n4L1AEREAEREAEREAEREAEREIEoARkpURraFgEREAEREAEREAEREAERyDsBGSl5vwXqgAiIgAiIgAiIgAiIgAiIQJSAjJQoDW2LgAiIgAiIgAiIgAiIgAjknYCMlLzfAnVABERABERABERABERABEQgSkBGSpSGtkVABERABERABERABERABPJOoGree5DDDixevNh+/fVXa968eQ5rTV7VtGnTbMWKFValShVr37598oPKee/y5cstFotZzZo1c94ydc+ePdtq1KhhO+64Y1b1l2V/0nWgPMdBun6kK/vqq6+cJ8dsueWW1qRJk3SHl2tZSe51eXZw5cqV9vrrr1vbtm3Ls9kybQvmH330ke28885l2o4qFwEREAEREIF/C4GcelI+//xz23fffa1Dhw52xBFHWL9+/ey9994rNxYYDhMmTCiX9jCGvv76axsyZEi5tJepkVNOOcVOOOEE4/3ss8+2d955J9MpWZfPnTvXevToYbNmzTKU62ykpP3p37+/jRo1KtHEyy+/7NeV2JHFRnmOgyy6k/SQP//8037++Wd74okn7M0330x6TD52luRel2U/r732WucUbQOFnnGyJgmG9bBhw9akS9K1iIAIiIAIiECpCJSJJ2XixIm2atUqGzt2rCvxo0ePLlUnsz352GOPzfbQUh93wAEH2DfffOPXWOrKclBB3759bZNNNvGannrqKVf077jjjhzUbPbKK6+44Ymhkq2UZX8y9aE8x0GmvqQq33TTTe3II4+0zz77LNUhedlfkntdlh2lP+eee25ZNlEQdW+99db2v//9ryD6ok6IgAiIgAiIQCEQKBMjhQtbd911rXPnznbffffZwoULbfPNN7cxY8ZY3bp17aCDDvJrHzlypG2zzTYetkH4xquvvmpVq1a1qVOn2u67725nnnmmrb/++vbDDz9Yr1697LDDDrN7773X6zrrrLOsadOmXg/GQu/evX17r732sm7duvk2L5dddpmx77HHHrO//vrLPQJ8RpiRHTBggL377rseZkGf9957b9t11129vKQveFgGDx5szErXr1/fzj//fNthhx28OkJVRowY4Yr/OuusY8ccc4x7nSjEAwAH+oXXolWrVnb55Zc7y0x9CQYKx7Vo0cKZYyiutdZaaU9N1x/6ctttt9l3333n94X+bbfddnbJJZekrZPCkvYnU8UffPCBjwHeCT0755xzbI899vDT0o0DDOW1117bZsyYYQsWLPCxdOKJJ/p5hMhxnU8//bQ1aNDAdtttN6tcufJq4yhZvx599FEP+YuON8bpqaee6iFcDzzwgD355JP2448/GkYJYzabULk33njDx8GFF17ozb7wwgv26aef2umnn+6f2b7xxhvdwOG5os3wLPCs8FzhScNbg0cz2r9k18G+TPd66dKl/oz17NnTDeAlS5b4uCbUkbZuvvlmYx/PM/3ZeOON7bXXXjMmLAhj4roZj19++aVdeeWV1qhRo1Rd8f08P++//7798ccf3g5hlR07dvTnJZyIMZ7s+wDew4cP93vN9wd9ziY0LNPzl45Bqja5BowPvmeC3HXXXVanTh0fg+yDF/cNZnifo/LII4/YuHHjjOeU7ybGO880x/PdxrhF8MTg1Q3emJKOA+rCMHz77bf9WWCMV6pUyQYOHGi1a9dO22a671rqlYiACIiACIhAcQjkNNwr2jCKH8YG+RFBYf3222/9n2s4DqXmp59+8o/kd0yePNkV7Ntvv93mz5+fCINBUZk3b54raoQCoUhidATB8OGf85577umKUtjP+xdffGHPP/+8MbOPQRD+qVNGaBj//O+8805r2bKlTZo06R+hJRxXXLnhhhtso402cgUKJa5Pnz6eK0M9Dz74oF8HhgrGCwoLigxC+A+KcuvWrQ0vCMYKili2MnPmTPfsoOAR+pXJQKHedP3BWINXmzZtXNllmz5nKyXpT6a6uVf77LOPPf74466IYgQGSTcOMLRQuFDYUbi4bpROhJDEl156yRXJM844w8aPH2+M1Uyy7bbbuhHCWEcYsxgQW2yxhX/GMMGYIKTr6KOPdiX/t99+87J0L4yDaFgdzwjPCvLLL7+4UktY5UMPPWT777+/cwj10Va1atXs/vvv979sjCLOzXSveQbx+sAQY4v7wHPNc4vRgQGBwYBRwPhDKPv+++99DKH40mcMymeeecbL071ccMEFfh7GyaBBg3y7S5cuiVPoD6yTfR9cf/31bpDec889dvHFF/s9gFsmyfT8pWJAvanaJN+I5xsjAmGihGd6++2398+8ENLGuMN4jgoTFUzycA18v2GYY7Qg9IXxFuT33383wm2DlHQccD4cCLPkfvOscG3Vq1fP2Ga679rQL72LgAiIgAiIQLYEysRIOemkk1ypRdlDGUfRyEZQ7PGyoGziSYnms6AIYmRwDIp/tIyZPmbV+UeaTMiRQaHiPGbbmWVEmFXv1KmT1atXzw4//HBXsILCmayebPZhWJBgTsgRfaXPzGjPmTPHT2e2lv4wk8w1oqygwAWpVauW9wXl++CDDzYU/WwFpW369OmuZODxyEbS9QdvAkzxbvHHNgpwtlKS/mSqmxlrlF+YMvMcPAicl2kcYPzh0WrWrJlttdVWiTHEOEB5xguAUs8x2YwD6oAHyiMyZcoUn+0O452Z7w033NDL8ZqhoAZjw08owQtjhTYbNmzoHkDeF8SVW7x3CHwwhFBi8QwGD16mprK519R51FFHuRHN+IQXXhSul/1hvDMLH4yxzTbbzPdvsMEGbrwx7sPzl65PXCPjjXvKexiH4ZxU3wc839xPvJAff/yxT0LgbWKcZyOZnr9kDNK1yXODkc+EDcJ3AxM30XHLfeKvqNBnxuN//vMfX1iB76/od0XR46OfSzoOQh0YKnjyWNCBhUiYGMpGUn3XZnOujhEBERABERCBKIEyMVLwWjC7iiLBbGC2gjIRhBnZ4GVhH0pL+EdZtCyck+o91IvCgLIY6iUcq3HjxonTwnGJHSXYYOYYhS/Ui5LFP/owa095VEFBYQ5lNBfOC9tBAc6mKyiKQ4cOdc8NoRck92eSTP3JdH668pL0B3ZFBYZB8ORgDBxyyCF23XXXudEZyjK9R+9vdAwVHQeZQpGi7ey3334JBRRFFG9BEGbBTz75ZPekoDhzHUF5D8cU9x1jhHFMsj0G6VtvveXelOApwCjGGCLU8rzzznNDprhtpDqedqMeAI4rOn7C2MZzhXBOeGcbg4awr9JKqu+DwOfDDz9MMKJPPPfZSKbnLxmDTG2mGyPp+lSUbdHvinTnlnYckCNDeGRxJTxjcIp+1xa3Hh0vAiIgAiIgAn9rEDnmwD8qFANyF6644grjnzRKIbOhhFcFYQYyKlFlNLq/tNup6iUsZ9GiRYn4+BCSkW17hFOhEGKMhTaYJWUfiguz3AhhEGFZYN6Jyw9hOJQx2x4kGubDdnEU5lAHM9wocShqO+20U9id9D1Tf5KeVMydxe0Ps9VB8JhEw9bwDIT8B/IOCDHKJkeG+sI9CnWH9zAOwmfGAZ65bASjhDFOuBOzz4QNIhgNhEbdfffdfn/xHhCiVlS4NkJ1opLuOQljJVXYHd6lq6++2tsnJ4ZQKYylXAiKJ+MqKmH8hH2MbSSM97C/pO/cs2y8WqF++MCza9eu7mkL+7N9z/T8JWOQqU28OoQPMq4Io2LcZiNF2Ua/RxgjfM/wrNCnot+lpR0HyTw7mdrkmlI9Y9lcr44RAREQAREQgSiBf05bR0tLuc2sKzHZJH4iKKuEPaF4Ej9NOEY+hfAfckAI0WJ2nhCJ4giJpBgizJIHYR9GGnkwKFeEvhCexLUjKLGEcTCjjiFD0n4wWChH2SCUDeWD0A4UnEyCAvzJJ5/4YbAl5p36yYnIJJn6k+n8ZOWl6Q99xnsUFHfC3ZhBDhJWwyJEj9leFLTSCuOAZHUMVuoPoXnZ1EvfUN7IjSBXJihp3Ac8BnxGmSRHgPeiwr3nGqPeBcYK95Nxw9iMLlFM6A9eCsZVEHIegiJPngLbKJm77LJLTviEdpK9k5ezbNky95jSLuOeCQomJXIhLALBM5KtENaJ55KE/WDs8pwFz06mekry/GVqE+8Ri3UQ+krYW/A2ZOoLzybhYfQJo5fvg/BdAV88y4xVrpOcqqiUxTjI1Ga0fW2LgAiIgAiIQGkJlF7Dy9ADcjMIyyH8gFl9Et4JAyKmPRsFPEP1XkzyOUYGYVz8w+YfNwosM9zphDyUa665xvNHMKiYpY/O2qc7N5SF1Y6YKSUBlmtiZp/ZbIwFFHbCbojXR8jXYSUyZnpRQtu1a+cx66E+jDoS7zEyCLcgXCiTMIN/6aWXuvHHsShNhHsxm5pJMvUn0/nJykvTH3KSWGmKJGmUfxSj6G9icF1wYUafchYlCFLScYAyyH1j9SyMH1b3Ks44wFPIynWwDEK/WWKYZZupC0OIXKuigtFB2BbPBPcezwdjhTwGxggeHZ6bEM7FPWVcE1K53nrr+T3HIMFjg5AwT4gls/t4LRmfZSn0h9/lYfyRz4GhwvOeK+F7A48QK5axut/xxx+ftmqMQsYEyd54rpg04DkLi1mkPTleWJLnL5s2GSPkeLDyW1RYAQ0DFyOV8K6w4hzer7Zt27qByj5Cp3iuQzl1sHIb31+UYSBHpazGQbo2o+1rWwREQAREQARKS6BSXKmIlbaS4p6P4o7yUCgSEKAYs1QtylZphTqZAUXhTDbbz8wuykU0rAKvDrOlKFjkqbBMaZiZz9Qf2kPJYda2JGyT9SdTm+nKS9sfDE4UN/gVZUBfYZqL+xS9BvpMWxiYGI9hqeroMcXdxtjEq4JBUVyBAUZKsjwd+ophjKFWlAPeF9pNZhQVtw/ZHo/nC48KbRa9X9nWkevj+J6hX9k+R6V5/kLfi9tmOC/dO0YWBmcI9YseS95ZWPQgup/tshoH6dos2gd9FgEREAEREIGSEihzT0qyjpVEiU5WT2n3ESZDKA3hKczes4pNUYWvpG2gqDErn0qCZyVZOecWV8HknHR1Jmsnuq8050brCdul7U+6nIZc9xUFkDwXPBYsdU0ifSYvXLjOTO8lST4OdaZjAN9UnjK8OPyVp+DZStWf8uxHtK2Sfs+U5PkL7Za0zXB+sncM3FRGLhMdqaSsxkG6NlP1RftFQAREQAREoLgE8mKkFLeTZXU84RP8Iyc3huV+i65cVFbtpqqXBG5mxiXlSwAFm/BAxgHhPvyWSnHCvcq3t2qtrAjo+SsrsqpXBERABERABIpPIC/hXsXvps4QAREQAREQAREQAREQARGoKATKdHWvigJR1ykCIiACIiACIiACIiACIpA7AjJScsdSNYmACIiACIiACIiACIiACOSAgIyUHEBUFSIgAiIgAiIgAiIgAiIgArkjICMldyxVkwiIgAiIgAiIgAiIgAiIQA4IyEjJAURVIQIiIAIiIAIiIAIiIAIikDsCMlJyx1I1iYAIiIAIiIAIiIAIiIAI5ICAjJQcQFQVIiACIiACIiACIiACIiACuSMgIyV3LFWTCIiACIiACIiACIiACIhADgjISMkBRFUhAiIgAiIgAiIgAiIgAiKQOwIyUnLHUjWJgAiIgAiIgAiIgAiIgAjkgICMlBxAVBUiIAIiIAIiIAIiIAIiIAK5IyAjJXcsVZMIiIAIiIAIiIAIiIAIiEAOCMhIyQFEVSECIiACIiACIiACIiACIpA7AjJScsdSNYmACIiACIiACIiACIiACOSAgIyUHEBMVcWKFStSFdlvv/1mf/75Z8rydAXp6k13Xrqyp556yk488UQ766yz7I8//kh3qMpEQAREoNwIDBkyxHr06GH9+/cvtzbVkAiIgAiIQP4JVC3PLpxzzjn20UcfWZUqVWzzzTe33XbbzU4++WSrVKlSeXYjJ219+umn9sADD9hrr71ml19+ubVt2zZR7zfffGNXXHGFLVu2zPddddVV1rJlS9/+/fff/Z/tu+++a7/++qt1797djjrqqMS56TZmzJhhAwYMcONm4403tn79+lmdOnXc4HnmmWfsq6++smOOOcY22GCDdNUkLfvll19s22239WtJeoB2ioAIiEAeCFx88cX2/PPP23PPPZeH1tWkCIiACIhAvgiUuycFQ2Xy5Ml23XXX2QsvvGBvvvlmvq69xO1iaGCYtGjRwo2Ev/76a7W6brzxRttll13s0UcftU6dOlnfvn0tHPP444/bt99+aw899JAbGaNGjbLPP/98tfOTfcC7QT29evXyczFEbrnlFj/0/vvvt5UrV1rz5s29zmTnl2bfd999Z5988knSKriu6dOnJy1jJ2WpPEbUuXTp0qTnFlqbhdafQuNeaP0pxLG3pjwLZXWv030fJP2S0E4REAEREIE1mkC5GymBZv369Y2/oPziBbjgggvskEMOsSOPPNKGDh1qq1at8sOffPJJu/XWW8Op/o7CHgycH3/80a699lo3CI4//nibMmVK4tgffvjBPRfUecQRR9i9996bKGOD9vHmFN2/2kFFPlStWtW9KMcee6yttdZaq3mCMBboV8eOHf2s2bNn288//2zvvfeef6ZvBxxwgHuTZs2a5edPnTq1SAv//MixlStXtl133dU9J/Pnz7dXX33VQ7Mwcvbdd1/ba6+9EsyoAWWiNBKLxfx0vEbMZEYllGGw3XXXXYki9ocydo4ePTrRp7A/vL/44ouJ+x/2hfdCa7PQ+lNo3AutP4Uy9sJ4LpT+0I/Qp0J7/pL1h/5KREAEREAEKiaBcjdS+EdEjPGZZ55pNWrUsEMPPTRBHgPjscces5EjRxpK+NixY71sp512MgwVDACEcKrXX3/dtt9+e/98/fXX29prr2333HOPERqAJ4PwJeSJJ56watWqGd4G/nbccUffH17IDVmwYIExU56tEJ6GcZJMvv/+e/ccNGjQwBV7DDFC25YsWeKH40Wh7Msvv3QjA2MmlCWrL+wL5/H59ttvNwwkFENCyrp06WKElF144YXWuXNnW7Rokd18883u7QkKSagn23c8N3i9giHIeYsXL7aLLrrIDYsbbrjBHnnkkYSXBEMMw5L7N378eL/H7EMwlvAqEVOOsk8dCxcu9DJe3nrrLTv77LM9/K2Q2vzwww8rPAOM+HT3Ol3ZmjIOMjFId53pyv5Nz0JpGKS7zrlz56b8PuD7TSICIiACIlBxCVSKK7F/T5eXAwMU0Hr16tkOO+xgH3/8sX322Wd2/vnn21ZbbZVoHYV93rx59sorr7jSevXVV3sZxxE6tf/++7sXA8OCvA8MFhR2wq9q1qzps4QYNwcddJB16NDBbrrpJsObgmK83nrrJdoJGyj5b7zxhhsS5GQUV0455RRPOMeTgfDP/IwzznCjCsV7+PDhbkCQs4In5+CDD3alD4OJ/BE8JFwLnqB0gkFAP0899VQ3UjD0YHH33XdbkyZN3ICDGXHbXOdhhx3mnNPVGS17+OGH/X7AMQiGG14S7hUGInkwPXv29PuFl4s+YSx+8cUX1rBhQ/eABQ54jCjHGNtkk03cA3T00Udb9erVvT4MLe41n7fYYguvd6ONNnJjsZDaFIOt3BOW6l5XlHFQmutcU56F0jDgOyTVM5+uLHwXhZyUgQMHhl16FwEREAERWMMJlLsnBQMFBZrcCrwa48aNc8R4IFD4mW0ndvvrr7/2sKbA/8ADD0wkTqKIY4AgHEf4FbPezPpzbtOmTW2dddbxcgwBZvLxMJx33nlGwnpUyO3Am1ESAyVaT9jGO0R75Jrg4ahVq5YbW+uvv74fQvmzzz7rXqRWrVqtVhbqSPbOeXgmMLoIi8MDhFDv008/7R4kjIXTTjvNvUp4o2bOnJmsqqz3YTQQQoZXCk8OoWYYFAiepD333NO9VMuXL7dGjRoZ1xOE7caNGxtlLJTAsRgkCPeHRRPIR+Ga9t57b6MtpNDaLLT+FBr3QusPY6jQxl6h9afQnr90/eF+SkRABERABComgSrXxKW8Ln3SpEnWrFmzhOcEw2TatGlutDCTv+GGGxqeExRYZtdQcNu1a+fd23TTTT1RnGR1cjjOPfdczwUhJABDB08EngXO5Q+lGcGrgBcDgwGvCytyYbAEYYUtPDokd2MIFFdIhGflLrwZCEobnhwUc7w/yB133OHXiBeJ68V7gjGGITVhwgRX5sPqX8zcsxww4VAkwgeBxYMPPmjt27f368T7wopeLM2JB4mcG5QhwuI4r2vXrp5oj/cmG3n//fc9dKxNmzZ+OOFel112me/DiENZxyAilA7jkpl1+smSxYRswJTQn9q1a3vfBw8e7J4jQs+4VxhtXBPeGOpFMeGecn9ZtYywGAyisCpaIbS53Xbb+X3C21YI/SlE7kwYrOnjoDTcMfDXhGehNAzSPfN8V/33v/9N+n2AV5bvUYTvaP74/pOIgAiIgAhUEAKEe5WXxMOfYnGl3JuL55zE4jkUsXhitX+OJ8bHRowY4dvxJPpYPDQoFg898s/hJa7Yx+LGRiweNhB2xeJei1g88T0WD3uKxQ2WxPnxWXrfjv9j82P4EDcOYvElf31/eJkzZ04sbsTE4vkUYVdW77QbN2y8vngogm+HE3v37h0bNmyYf3z55Ze9zxyLxJX7WNywiMWNgFg83CkWV35jcYPDy3iJGwven27duiX2scG1xT1QsZdeesn3wypuX/p29CVuDMTeeeedWNzTEoN3thJfbSwWX954tcPjRoV/joeZxeKeGd+mz9QdNz6cK9tx742XsU153Bj0Y9gZD32LxRU1L+eccAw7uOfxJZy9LLQV3gulzULrT6FxL7T+FNrYK7T+FNrzl6k//uUQf4kbw7FLL700fNS7CIiACIhABSBQrr+Tgt1HjkZcwXbvQevWre3www93c5BcDZK/+UFBvBvMqhPKFRVCvgiVYnWsICSx9+nTx0iex6vBTD4/dsisPrP/5H7gucBLQ14FORW5EJZQJtYcoW3+xowZ47kt5N4Qznbcccd5X/AOsTIXQl5N3IjwfBRivE844YSE18cPSPFCSBszjvw2CrHdeGwGDRr0j6MJpYMxYVS0XxrZbLPN/HRC4oKniFlRBC8Iwkwns6wI4Vyh3HfEX/AQhdnQcE44hnAw7gsS2grvhdJmofUnMCw07oXWH8ZUoYw9+oIUSn8K7flL15+/yelVBERABESgIhIo18T5bAAT7oTimuwHHvldFVaPCr8PUrQ+EuQJ/+IHDqPnEyoVn7GzunXrFj2lTD+Tc8G1BAMl2hh9Jdwr5GlEy9Jtk+9CmBzXmEshfItlmDHsCE9jRTSJCIiACOSbABMz5NcRKqzE+XzfDbUvAiIgAuVHoOCMlGSXjpExceJEN1DI8yAJWyICIiACIiACIiACIiACIrBmEij3cK+SYCSpnURuwp1IDpeIgAiIgAiIgAiIgAiIgAisuQT+FZ6UNRe/rkwEREAEREAEREAEREAERKAogXL/nZSiHdBnERABERABERABERABERABEYgSkJESpaFtERABERABERABERABERCBvBOQkZL3W6AOiIAIiIAIiIAIiIAIiIAIRAnISInS0LYIiIAIiIAIiIAIiIAIiEDeCchIyfstUAdEQAREQAREQAREQAREQASiBGSkRGloWwREQAREQAREQAREQAREIO8EZKTk/RaoAyIgAiIgAiIgAiIgAiIgAlECMlKiNLQtAiIgAiIgAiIgAiIgAiKQdwIyUvJ+C9QBERABERABERABERABERCBKAEZKVEa2hYBERABERABERABERABEcg7ARkpeb8F6oAIiIAIiIAIiIAIiIAIiECUgIyUKA1ti4AIiIAIiIAIiIAIiIAI5J2AjJS83wJ1QAREQAREQAREQAREQAREIEpARkqUhrZFQAREQAREQAREQAREQATyTkBGSt5vgTogAiIgAiIgAiIgAiIgAiIQJSAjJUpD2yIgAiIgAiIgAiIgAiIgAnknICMl77dAHRABERABERABERABERABEYgSkJESpaFtERABERABERABERABERCBvBOQkZL3W6AOiIAIiIAIiIAIiIAIiIAIRAnISInS0LYIiIAIiIAIiIAIiIAIiEDeCchIyfstUAdEQAREQAREQAREQAREQASiBGSkRGloWwREQAREQAREQAREQAREIO8EZKTk/RaoAyIgAiIgAiIgAiIgAiIgAlECMlKiNLQtAiIgAiIgAiIgAiIgAiKQdwIyUvJ+C9QBERABERABERABERABERCBKAEZKVEa2hYBERABERABERABERABEcg7ARkpeb8F6oAIiIAIiIAIiIAIiIAIiECUgIyUKA1ti4AIiIAIiIAIiIAIiIAI5J1AuRopX331lU2ePNn/5s+fn/eLL9qB2bNn25IlS4ruLvHnxYsX2yeffFLi80tyYj7aLEk/OWfFihX2xx9/FPv0WCxmP/30U8rzqLckQl9+++23kpxasOdMmTLFVq5cWbD9U8dEQAREQAREQAREIBmBqsl2lmZft27d7Isvvlitij59+ti+++5rf/75p/3888/24osv2t57721NmjRZ7bh8f7j//vutQ4cOVq9evay6cu+991qrVq1s++23T3r8tGnTDKOhV69eScvLYmcu28QYeP311+2BBx6wjz/+2B566CHbYIMNvNsovgceeKBVrvz/7dyLL77YDjrooIyXtWjRIrv99ttt3rx59sMPP9iJJ55oXbt2/cd5vXv3tjfeeMNeeOGFRNkjjzxiTzzxhBsTtWrVsn79+iXu1zfffGNXXHGFLVu2zI+/6qqrrGXLlr592GGH+dgLFf311192/PHH26mnnuq7uEbqxlDZdddd7fLLL7eqVXP+eITmy+29f//+9uCDD1r16tXLrU01JAIiIAIiIAIiIAKlJVAmWtiVV15pbdu2/UffNt10UzvyyCPts88++0fZv3HHu+++a1xTKjn22GNTFZXZ/ly2OWPGDLv77rutU6dO9v777xtGS1GZNGlSsRXgxx57zDbeeGO77rrr3HOFYbvHHntYo0aNEtVjbP3yyy+Jz2xgfNx11132v//9zzbccEMbMWKE3XrrrXb11Vf7cTfeeKPtsssudvrpp9uYMWOsb9++9vDDD7sh9fjjjyfqwhBhHO61116+D28Xivw999zj13jmmWfaxIkTDcNGIgIiIAIiIAIiIAIiUP4EysRIKcllEAo2cOBA+/TTT23ttdd2pfWcc86xtdZay5ghRxH9z3/+YxMmTLD69ev7jHlQapmNHzlypL3zzjvurTniiCMMxRf58ccfbfjw4YbCvf7661vPnj0TBtTy5cvthhtusDlz5thOO+2UdVjMk08+aY8++qgr2AsWLDA8KniFgrJMf/ECICjCoS8o2czuoySvWrXKdtttN3v++eeN6wwKM14mFOzvvvvOWrdubZdccon32ytL85KqzXDKbbfdZq+88op7Lrbddlu/7lCW6n2HHXawO++800Orhg0bZpUqVUp1aLH20w/4UB/3crvttvO+hfv566+/2n333WcYC1Ev1GuvvWZbbbWV1alTx9vbb7/9nA/GEzzffPNNN1AoJHQPr917771nXEdU8A7Vrl3bttxyS989depUN2422mgjmzlzpp/HvmyMlA8++MDvP+81atTwe4nBhaQbe5Rj+DFuGUMYXRdccIHfc8rw6owbN87HJF7H8Cww1mFC3xh3m2++uZ111lnWtGlTTnPvFGP622+/tc6dO/u+6EtJxkH0fG2LgAiIgAiIgAiIQHkQ+P+xOjlsjXCcQYMGJf5QuLMRwm+YZUdxI2dl7NixfhphYnPnznVjhZl9lFqUrSC0V61aNSNci78dd9wxFNn111/vRg+z5IQjMdseZugxeFBumZ2nToyVbKRjx47e/tZbb+3hQvTlv//9b+LUunXrGkr9nnvuuVqOC8bJRx99ZNdee62ts846rgxfeumlPovPySitGFTnnnuuewsw1lBWs5FUbXIu1zV9+nS75ZZbbPz48e5FyKZODMRMgiJ88MEHe9hVtrkgKOTRnBIU76VLlyaaGj16tHtvUPqjkuy833//3ev6/vvv3UBt0KCBG34YPyjwyXKMnn76aQ/rC3Wj0HMe92fUqFHWvXv3pOeF46PvGHH77LOP4anh3tFukHRjj2cCAxTjlDC6AQMGJELnZs2a5UYa45VxhAEUxgF9JEwOY56+0m+emSA8OxjcjGnC6uATpKTjIJyvdxEQAREQAREQAREoLwJlYqSgqDVv3jzxl42yi7JFqA7eBhSwzTbbzA2VKIijjz7amO0mf4GZcvIKEGasSXhGgVt33XUTM+d4F/CgkDdCTgV5FCiuhBIheF4OOeQQDz0i/Idzk4U0+cGRF3IViPGvUqWKG0dsR68RDwEKdrI8AGbwCXXi+rbYYgtr3LixezeonhCjbbbZxq/jww8/NDweeFqy6VO6NuEDGzwU9H3nnXeOXE3JNqlnyJAhrmDjHeKePfXUU1lVhqcBAxFDFK/Ul19+mTAcqQdlGsOnqKB843F75plnPGQQw4CcGIxOvCZso5RjqBLyFQzBaD0YM2+//ba1a9cusZtzMQjxXOy+++7WokULry9xQJoN2GKcYUhzX4NHI9PYw2NG7hPheYwVwgYZpwjjE0MbzyEeuvbt27unKXSD8XDMMcf4s0AZ3iIEg5vt4447zsuOOuoo3x/GT1mMA29ALyIgAiIgAiIgAiKQYwJlEu6FctU2SU5Kur6jPIbQJhSzr7/+ejUlHwU0hAMR7oNS/vnnn7sSh8LGrDKz+oTwENJFMjt1oEyj8AdBiUR5Rdh/4YUX+jb1lUciP/1BeOcPQwflEqG/GBOELQUhiZvyZAZPOCbTO2FleGl69Ojhie8osXiDSiP0G6MBoY94BjA8uBeZhHC8hQsXenI64VsYJNSHkGfCZ8rhgYLNfd5kk02cAZ4nclIwULkOwrNIoEfYxzjo0qWL78MoI8QvKs8++6wbsXiegmAk0AZhV3giMGKKnheOLfp+/vnn+yIAeFQwvs444ww3VjKNPcpTLbjAsxCMHdpr1qyZG1ChbbyGGPUI/QxeKXK91ltvvQSPouO5LMZB6JPeRUAEREAEREAERCCXBMrESMnUQbwO0TAUjmdGnZlkQp2Qm266yWfY/UP8BQWU0B2UM3JJUNwbNmzoxcxgkw/CjDqrNBFqRk4D4UG0g+eFY4oKShwz83hXEGb0iyMYNmGWujjnpTqW/sIGxTeXglKL8ozxRj4IYUh4U6KKemnbQ1kuuqrbyy+/7IYG3gk8R0Fq1qxpLK4QhJW0CI1DYIpHgz/uMfcdTw35SnjoWCWOP4QQQFYbwwOGkYPRh3fmoosu8vvCvS26UhuhXoQVRoVjGC+0AX+uo+h50eOj2+S73HzzzT42CfciTwRjO9PYo/zVV1+NVpXYhk90LNIf9mUSxjFeIYwzDHGuPyqZxgGGJiupcS9La8RG29W2CIiACIiACIiACBSXQJmEexH6Ev0rqsgTysIMePAg0Ono71Mwy4wyXVQIkUFeeuklIx8keBdQTGkDZZWQMZRVhNl3DBHCqPBQINQdcmToB4o0faU/YelaPzCLF8KCCK8pen1ZnJr0kDZt2vgsflD26VfUC5T0pCx2Uh+hbijy8GG2Pbp0cLoquDYMBYT3cK0srUwuCUI+CV6UaC4Q+wn/wrNBCFdUOC/cD5LYWSWNJHiEnCEWDuCP1b/oM9sh1yPkrjBeWMY4hIUxFvDoEEKHocP4YR8hc0HI7SD/hET0qPAZ46RxPPSOfj333HP/OCZ6fHQ7rFSHUfN/27uvEKm1OI7j/7WBvaGComIv6GJFBQuIBXywYcW6WFBBnxRBFBtiRxBRFESw4YNPgiiKYsGKDXt5sCD23lCxXH9Hkps7dyY7m924zu73wLpxknOSfCYzm//8zzmjazLda0+Bm2YVU3dEFe1X2SMVTZus7ozqMqbAW+eSaOs2TPhH17+yLkd+fTeKnifv9eJtltt1oA8B9Hx5Y8G8evxGAAEEEEAAAQT+tEAsmRR9Uq8fr+hT/GA3IHUH00Bu9ZlX9yxlPnSzqU/M9Z0Z+iRYA4oVUHhFYwbUZUl1NAZgwYIF3io3BkGDjfXptG7GlTFQ0c2qvqNFx6LxCxoPorqa/UhjWzQeRTMl6dh0465xNHkpGg+gwegaK6O6+k4KFQ1a1o2iuuHo5lNjLHQD6x1Xqn2oi5xu6HNyclzmQd1+FLiobm4l1T71vSHqvqQJB5SF0jENHDjQnX9ubWq9utB5wYjG7ShzoYHamgBAmQd1tdJx6hhnz56dTpMuKNFzoOdUN9OaKlj+6RSdj45H5yGbYFZEM2Dp+VQ3MD3Pyq4FgzFlURSQaL/BosBGddQdToGNxgV5wU9wu2TLOme1pyyF6up6U8nt2lN3LnU11DWv61bXvF4nyoboOlCXP70WlBFRsK3ldIq2U3Cn5zsYNKlufq6DdPbNNggggAACCCCAQEEJZP26Sfz/l18UVOsR2lGWQzdtusnzirqt6Ev3lBHRet0Ye59Ye9uoC5g+XU/VhUk3tur65Y1n8erp9PXpfOLj3vrC+K3ARp/4K6jyxs/k9zgUvCmYUEYiaJufduWtNjWmI53uSMF9qVuSsgTJuuEFt0tc9rr9KVhKDDa8bfV86hoKBijeurDfOh85eWNcwrYNrtM1qesxVb1U157a0PWnDIbqJj7XCrR0PDqXvBRdPwriktWL4zrIy7GxLQIIIIAAAgggkI7AXxekJDvoYJCSbD2PIYAAAggggAACCCCAQNERKJEJp6JP6oPdejLhmDlGBBBAAAEEEEAAAQQQiCaQEZmUaKdGLQQQQAABBBBAAAEEEMhEgYzIpGQiLMeMAAIIIIAAAggggAAC0QQIUqK5UQsBBBBAAAEEEEAAAQRiEiBIiQmWZhFAAAEEEEAAAQQQQCCaAEFKNDdqIYAAAggggAACCCCAQEwCBCkxwdIsAggggAACCCCAAAIIRBMgSInmRi0EEEAAAQQQQAABBBCISYAgJSZYmkUAAQQQQAABBBBAAIFoAgQp0dyohQACCCCAAAIIIIAAAjEJEKTEBEuzCCCAAAIIIIAAAgggEE2AICWaG7UQQAABBBBAAAEEEEAgJgGClJhgaRYBBBBAAAEEEEAAAQSiCRCkRHOjFgIIIIAAAggggAACCMQkQJASEyzNIoAAAggggAACCCCAQDQBgpRobtRCAAEEEEAAAQQQQACBmAQKJUh5//69nTt3LtIpXbt2zZ49e5Z23dOnT9u7d+/S3j7Vhvfv37ebN2+mWs3jCCCAAAIIIIAAAgggUEACpQqoHb+ZpUuX2sGDBy0rK8t/bPTo0ZaTk+P//+HDh7ZmzRrbsWOH/1i6C1u3brVevXpZ796906qybt06mzNnjrVs2TKt7VNtdOLECXv8+LE1b9481SbucQUz48ePtzJlyli5cuWsQ4cONmDAAGvVqpVf78uXL9a/f3/Lzs62lStXusevX79u06dPd8s/f/50vz3DKVOm2NChQ/36LCCAAAIIIIAAAgggUJQFCjxIEdaQIUNs2rRpKd1atGhh27dvT7k+bMWyZcv+EwCFbVuY6/bu3Wtfv361Xbt22erVq23Lli3+4Zw/f96aNGliCkw+ffrkghkFUYcOHXLbKHi7cuWK6VwpCCCAAAIIIIAAAggUN4FYgpQwxFmzZtmbN2+sZs2atmTJEn/TU6dOmbIVpUqVsqNHj1qXLl1s6tSpVrFiRbfN8ePHTVkUlYkTJ1qnTp3csv5Re+vXr7cLFy7Y9+/fbdCgQTZ27Fh/vbpprVq1yn78+GETJkywbt26uXXaVsHDgQMH7Nu3b9avXz+3XhkMZTM2btxo+/bts1q1almzZs389tJdUCZl8ODBtm3bNnvw4IHVq1fPVdW5du3a1WVb1O2te/fu6TbJdggggAACCCCAAAIIFHmBWMaknD171mUBlAnQz+vXr33IhQsXmrov3bt3z39MCx8/frT9+/db06ZNbdOmTXb37l07c+aMv42CFnURq1Sp0v/GmOzZs8dKly7tuo8pC9GmTRu/nhaOHTtmixcvtuHDh7vAw1upLIeyGsuXL3dt67gvXrzoVl+9etWOHDliK1assMmTJ7tlr166vxXoKODSMdepU8evpnEy7du3dz8KWCgIIIAAAggggAACCCDwr0AsmZTq1aubunR5ReMzvKLsgn6SFdVTNkNFQYkCBY0/UVGGpUKFCu63eyDwz9u3b+3z588uG1K+fHk31iOw2vr27euCBGVEFOgo81KlShVTl6wePXrY06dPXeZEXa40nqZdu3YuK6Nj8DIorVu3dtsE2w1bHjdunAu8tJ+1a9dayZIl3eZ37txxx9m4cWOX2dm9e7dr1xt/EtYm6xBAAAEEEEAAAQQQKA4CsWRSGjVq5AaLa8C4fhQ4pFO87lDaVt280p2VSxkSdeVS16oZM2a48RzB/XntKtApW7asa1dZDgUn+lHGRlkUBQp169Z1VW/cuGENGjTwm2nYsKG/nM6CMjfz5s1zAcilS5f8Ksqc1KhRww4fPuy6gH348IFZw3wdFhBAAAEEEEAAAQQQ+JWg+JsQomYTNL5l/vz5bhD6zp07XRctjQPxSrJ29VjVqlWtc+fO1qdPH29T/7cCFM3m5ZVHjx6lzAB52wR/KzBSYDNz5kw3u1jPnj1d4KUgRRkhrytb7dq1TY8FM0/BdlhGAAEEEEAAAQQQQKC4CcSSSfnTiBq/osyIupF17NgxaZewZMekwevKaOh7W1Q005baUtG4Fo1X0Tp9L4tm24pS1E1MXcbUrUtjc27fvm1z5851gYumRh45cqQLUqK0TR0EEEAAAQQQQAABBIqiwB/NpJw8edI2bNjgpuZ99eqVjRkzxpkGsx6pkDUr2JMnT+z58+emcR2a6UuzeKmLlwbLq0tVtWrVTN9BMmnSpFTN/OdxzfSlQfOaMlndvF6+fOkGySuL0rZtW6tcubKNGjXKjSfJT6ZjxIgRtmjRIpe5qV+/vjtO70D0PSoanK/zUjcwCgIIIIAAAggggAACxV0g61cG4vc3B2a4hDIeGjwf5UZfGRQNvlddjVsJFgVTmp0r8fHgNiwjgAACCCCAAAIIIIBAwQkUmSCl4Egyr6Vhw4alPGhlhbwubIkbaTY1ZY+SlezsbLt8+XKyVa772q1bt5Ku04QHXve5ZBuEHc/ftk+NdVJXv2RFXfiKg0HYeWrWPn1habJSlK6DMIPczlPfxeTN7JfolEmvhfwYhJ0n70HmZqNM9V7Le5C571TjfTj13xveh39PtBR238H7sLmJoP70veDmzZsT/+zl+f8EKXkm+/sqvHjxIuVBlShRws18lmwDzYim9cmKbqz0wk5WwtZpQoKw5FzY8YS1G7Yurn1G9YnreArDIGyfYW/8xcUgt/MMM8qk10LYdZCbQdh5Rn2NxXU8Ye2GrcuPQVi7UX3iOp6wY41rnxiY+6Aj1d/jsPeYuJ6TwrgO8rPPMKOw96ewfYatyzT3qK+x3Az0IVR+C0FKfgWpjwACCCCAAAIIIIAAAgUqkPxj9ALdBY0hgAACCCCAAAIIIIAAAukL/APQS4muLiTLHAAAAABJRU5ErkJggg==)

***2. Custom XY Profile Models***

Although many systems can be well described by layers, sometimes these are not the most appropriate. So for example, we may want to incorporate SLD profiles from molecular simulations, or use interfaces that are not error functions. In these cases, a second type of custom model can be used, where instead of the custom model function outputting a list of layers, it builds a continuous SLD profile, which is then microsliced by RAT to calculate the reflectivity. This gives a high degree of flexibility for the type of model that can be generated.
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